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*a. Số tín chỉ: 04 TC* **BTL****ĐAMH**

*b. Đơn vị giảng dạy:* Bộ môn Khoa học máy tính.

*c. Phân bổ thời gian:*

- Tổng số (TS): 60 tiết. - Lý thuyết (LT): 33 tiết.

- Thực hành (TH): 10x2 tiết. - Bài tập (BT): 0 tiết.

- Hướng dẫn BTL/ĐAMH (HD): 15 tiết. - Kiểm tra (KT): 2 tiết.

*d. Điều kiện đăng ký học phần:*

Học phần này được bố trí sau các học phần: Kỹ thuật lập trình C; Cấu trúc dữ liệu và giải thuật.

*e. Mục đích, yêu cầu của học phần:*

*Kiến thức:*

* Nắm bắt các câu lệnh, cách xây dựng hàm, xây dựng chương trình trong ngôn ngữ C++.
* Nắm bắt kiến thức cơ bản về lập trình hướng đối tượng như lớp, đối tượng, thừa kế, …

*Kỹ năng:*

* Thành thạo trong việc xây dựng các chương trình theo phương pháp lập trình hướng đối tượng.
* Thành thạo trong việc sử dụng ngôn ngữ lập trình C++, áp dụng giải các bài toán cơ bản theo phương pháp hướng đối tượng.

*Thái độ nghề nghiệp:*

* Hình thành nhận thức về việc phân tích các bài toán dưới dạng hướng đối tượng.
* Dựa trên kiến thức đã học có thể tự học các ngôn ngữ lập trình như Java, C#.

*f. Mô tả nội dung học phần:*

Học phần này trang bị những vấn đề cơ bản về lập trình hướng đối tượng, các vấn đề cơ bản của ngôn ngữ lập trình C++ bao gồm các thành phần cơ bản, cấu trúc chung của chương trình, các kiểu dữ liệu cơ bản các câu lệnh cơ bản, các hàm cơ bản trong C++; các các hàm thường dùng, các kỹ thuật vào ra dữ liệu, các khái niệm về Đối tượng và lớp, về thừa kế và ràng buộc, các khái niệm về bản mẫu, ưu khuyết điểm của bản mẫu; cách xây dựng một chương trình hướng đối tượng trên ngôn ngữ lập trình C++.

*g. Người biên soạn:* ***ThS.* Nguyễn Hạnh Phúc – Bộ môn Khoa học máy tính, Khoa CNTT**

*h. Nội dung chi tiết học phần:*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **TÊN CHƯƠNG MỤC** | **PHÂN PHỐI SỐ TIẾT** | | | | | |
| TS | LT | BT | TH | HD | KT |
| Chương 1. Lập trình hướng đối tượng và C++. | 5 | 3 | 1 | 1 | 0 | **0** |
| *1.1. Ưu điểm của lập trình hướng đối tượng.* |  | *0,5* |  |  |  |  |
| *1.2. Các khái niệm cơ sở trong OOP.* |  | *0,5* |  |  |  |  |
| *1.3. Giới thiệu ngôn ngữ C++.* |  | *0,5* |  |  |  |  |
| *1.4. Cấu trúc một chương trình C++.* |  | *0,5* |  |  |  |  |
| *1.5. Kiểu dữ liệu trong C++.* |  | *0,5* |  |  |  |  |
| *1.6. Các câu lệnh cơ bản trong C++.* |  | *0,5* |  | *0,5* |  |  |
| Bài tập. |  |  |  | 0,5 |  |  |
| *Nội dung tự học (6t):*   * *Những ứng dụng của lập trình hướng đối tượng.* * *Các ngôn ngữ lập trình hướng đối tượng.* |  |  |  |  |  |  |
| Chương 2. Hàm. | 8 | 4 | 2 | 2 | 0 | **0** |
| *2.1. Xây dựng hàm.* |  | *0,5* |  | *0,5* |  |  |
| *2.2. Tham số trong hàm.* |  | *1,0* |  | *0,5* |  |  |
| *2.3. Định nghĩa chồng hàm.* |  | *1,0* |  | *0,5* |  |  |
| *2.4. Hàm inline.* |  | *0,5* |  | *0,5* |  |  |
| Bài tập. |  | 1,0 |  |  |  |  |
| *Nội dung tự học:*   * *Hàm toán tử.* * *Tham số ngầm định.* |  |  |  |  |  |  |
| **Chương 3. Kênh nhập xuất** | **5** | **3** | **1** | **1** | **0** | **0** |
| *3.1. Giới thiệu chung* |  | *0,5* |  |  |  |  |
| *3.2. Các luồng và các bộ đệm* |  | *1,0* |  | *0,5* |  |  |
| *3.3. Các đối tượng vào ra chuẩn* |  | *1,0* |  | *0,5* |  |  |
| *3.4. Liên kết kênh nhập/xuất với tệp tin* |  | *0,5* |  |  |  |  |
| Bài tập |  |  |  |  |  |  |
| *Nội dung tự học (6t):*   * *Các cờ trạng thái lỗi, cờ trạng thái của cin, cout.* * *Liên kết dòng vào ra với tệp tin.* |  |  |  |  |  |  |
| Chương 4. Đối tượng và Lớp. | 23 | 8 | 5 | 9 | 0 | **1** |
| *4.1. Định nghĩa đối tượng, lớp.* |  | *0,5* |  | *0,5* |  |  |
| *4.2. Khai báo lớp, đối tượng.* |  | *1,0* |  | *1,0* |  |  |
| *4.4. Cấu tử và hủy tử.* |  | *1,5* |  | *1,0* |  |  |
| *4.4. Thành phần tĩnh, hàm bạn, lớp bạn.* |  | *2,0* |  | *2,0* |  |  |
| *4.5. Định nghĩa chồng toán tử.* |  | *2,0* |  | *2,5* |  |  |
| Bài tập. |  | 1,0 |  | 2,0 |  |  |
| *Nội dung tự học (16t):*   * *Thành phần dữ liệu, phương thức tĩnh.* * *Phương thức hằng, đối tượng hằng.* * *Hàm bạn, lớp bạn của nhiều lớp.* * *Lớp string.* * *try…catch.* |  |  |  |  |  |  |
| Chương 5. Thừa kế. | 21 | 11 | 5 | 5 | 0 | **0** |
| *5.1. Lớp cơ sở, lớp dẫn xuất.* |  | *0,5* |  | *0,5* |  |  |
| *5.2. Quy tắc thừa kế.* |  | *1,5* |  |  |  |  |
| *5.3. Tương thích lớp cơ sở và lớp dẫn xuất.* |  | *1,0* |  |  |  |  |
| *5.4. Đơn thừa kế* |  | *2,5* |  | *2,0* |  |  |
| *5.5. Ràng buộc tĩnh, động.* |  | *1,0* |  | *0,5* |  |  |
| *5.6. Hàm ảo.* |  | *1,0* |  | *1,0* |  |  |
| *5.7. Đa thể.* |  | *2,5* |  | *1,0* |  |  |
| Bài tập. |  | 1,0 |  |  |  |  |
| *Nội dung tự học (22t):*   * *Đa thừa kế.* * *Thừa kế nhiều mức.* * *Lớp trừu tượng.* |  |  |  |  |  |  |
| Chương 6. Bản mẫu. | 8 | 4 | 1 | 2 | 0 | **1** |
| *6.1. Khái niệm bản mẫu.* |  | *0,5* |  |  |  |  |
| *6.2. Hàm bản mẫu.* |  | *1,5* |  | *0,5* |  |  |
| *6.3. Lớp bản mẫu.* |  | *2,0* |  | *0,5* |  |  |
| Bài tập. |  |  |  | 1,0 |  |  |
| *Nội dung tự học (8t):*   * *Định nghĩa chồng của khuôn hình hàm.* * *Bạn bè của khuôn hình lớp, khuôn hình hàm.* |  |  |  |  |  |  |

*i. Mô tả cách đánh giá học phần:*

Sinh viên phải tham dự tối thiểu 75% số giờ lên lớp và phải đạt các điểm thành phần X2, X3, X4 từ 4,0 trở lên (X1 là điểm chuyên cần ≥ 6.0, X2 là điểm trung bình ít nhất 02 bài kiểm tra trên lớp, X3 là điểm đánh giá kết quả thực hành, X4 là điểm đánh giá bài tập lớn).

- Điểm học phần (Z) được tính theo công thức: Z = 0.3X + 0.7Y

- Trong đó:

* X: điểm quá trình, bằng trung bình cộng của X1, X2, X3, X4. Điểm X4 tính hệ số 2.
* Y: điểm bài thi kết thúc học phần.
* Hình thức thi: thi viết, dọc phách, thời gian 75 phút.

- Thang điểm đánh giá: A+, A, B+, B, C+, C, D+, D và F

*k. Giáo trình:*

1. Lê Đăng Hưng, Lập trình hướng đối tượng với C++, NXB KHKT, 2006

*l. Tài liệu tham khảo:*

1. Phạm Văn Ất, Kỹ thuật lập trình hướng đối tượng, NXB KHKT, 2004

2. Nguyễn Thanh Thủy, Bài tập Lập trình hướng đối tượng với C++, NXB KHKT, 2004.

3. Đặng Xuân Hường, Lập trình hướng đối tượng với C++, NXB Thống kê, 2004

*m. Ngày phê duyệt: 30/06/2014*

*n. Cấp phê duyệt: Khoa CNTT*

|  |  |  |
| --- | --- | --- |
| **Trưởng Khoa**  ***TS Lê Quốc Định*** | **P. Trưởng Bộ môn**  ***TS Nguyễn Văn Thủy*** | **Người biên soạn**  ***ThS. Nguyễn Hạnh Phúc*** |

*o. Tiến trình cập nhật Đề cương:*

|  |  |
| --- | --- |
| **Cập nhật lần 1**: *ngày 25/06/2014*  **Nội dung**: Rà soát theo kế hoạch Nhà trường gồm:   * Mục **c**: phân bổ lại thời gian lý thuyết và thực hành. * Chỉnh sửa, làm rõ các mục **e, i** theo các mục tiêu đổi mới căn bản. * Mục **h**: bổ sung Nội dung tự học cuối mỗi chương mục, chuyển một số nội dung giảng dạy sang phần tự học. * Bổ sung các mục **m, n, o** | Người cập nhật  *Nguyễn Hạnh Phúc*  P. Trưởng Bộ môn  *Nguyễn Văn Thủy* |
| **Cập nhật lần 2**: *ngày 18/03/2014*  **Nội dung:** Rà soát theo kế hoạch. | Người cập nhật  *Nguyễn Hạnh Phúc*  Trưởng Bộ môn  *Nguyễn Duy Trường Giang* |

# CHƯƠNG 1. LẬP TRÌNH HƯỚNG ĐỐI TƯỢNG VÀ NGÔN NGỮ C++

## \begin{figure} {\centerline{ \psfig {file=FIGS/object-oriented.eps,width=7cm} }}\end{figure}1.1. Ưu điểm của lập trình hướng đối tượng

Lập trình hướng đối tượng. Các đối tượng tương tác với nhau bằng cách gửi các thông điệp.

Trong lập trình hướng đối tượng trong mỗi chương trình chúng ta có một số các đối tượng (object) có thể tương tác với nhau, thuộc các lớp (class) khác nhau, mỗi đối tượng tự quản lý lấy các dữ liệu của riêng chúng.

Chương trình chính sẽ bao gồm một số đối tượng là thể hiện (*instance*) của các lớp, các đối tượng này tương tác với nhau thực hiện các chức năng của chương trình. Các lớp trong lập trình hướng đối tượng có thể xem như là một sự trừu tượng ở mức cao hơn của các cấu trúc (struct hay record) hay kiểu dữ liệu do người dùng định nghĩa trong các ngôn ngữ lập trình có cấu trúc với sự tích hợp cả các toán tử và dữ liệu trên các kiểu đó.

Các ưu điểm của lập trình hướng đối tượng:

Lập trình hướng đối tượng ra đời đã giải quyết được nhiều nhược điểm tồn tại trong lập trình có cấu trúc. Trong lập trình OOP có ít lỗi hơn và việc gỡ lỗi cũng đơn giản hơn, đồng thời lập trình theo nhóm có thể thực hiện rất hiệu quả. Ít lỗi là một trong các ưu điểm chính của OOP vì theo thống kê thì việc bảo trì hệ thống phần mềm sau khi giao cho người dùng chiếm tới 70% giá thành phần mềm.

Việc thay đổi các cài đặt chi tiết bên dưới trong lập trình OOP không làm ảnh hương tới các phần khác của chương trình do đó việc mở rộng qui mô của một chương trình dễ dàng hơn, đồng thời làm giảm thời gian cần thiết để phát triển phần mềm.

Với khái niệm kế thừa các lập trình viên có thể xây dựng các chương trình từ các phần mềm sẵn có.

OOP có tính khả chuyển cao. Một chương trình viết trên một hệ thống nền (chẳng hạn Windows) có thể chạy trên nhiều hệ thống nền khác nhau (chẳng hạn Linux, Unix…).

OOP có hiệu quả cao. Thực tế cho thấy các hệ thống được xây dựng bằng OOP có hiệu năng cao.

## 1.2. Một số khái niệm cơ bản của lập trình hướng đối tượng

### 1.2.1. Kiểu dữ liệu trừu tượng ADT(Astract Data Type)

Định nghĩa về kiểu dữ liệu trừu tượng:

Một kiểu dữ liệu trừu tượng là một mô hình toán học của các đối tượng dữ liệu tạo thành một kiểu dữ liệu và các toán tử (phép toán) thao tác trên các đối tượng đó. Đặc tả về một kiểu dữ liệu trừu tượng không có bất kỳ một chi tiết cụ thể nào về cài đặt bên trong của kiểu dữ liệu.

Ví dụ về kiểu dữ liệu trừu tượng: Số nguyên.

### 1.2.2. Đối tượng (Objects) và lớp (Classes)

Trong một chương trình hướng đối tượng chúng ta có các đối tượng. Các đối tượng này là đại diện cho các đối tượng thực trong thực tế. Có thể coi khái niệm đối tượng trong OOP chính là các kiểu dữ liệu trong các ngôn ngữ lập trình có cấu trúc. Mỗi một đối tượng có các dữ liệu riêng của nó và được gọi là các member variable hoặc là các data member. Các toán tử thao tác trên các dữ liệu này được gọi là các member function.

Mỗi một đối tượng là thể hiện (instance) của một lớp. Như vậy lớp là đại diện cho các đối tượng có các member function giống nhau và các data member cùng kiểu. Lớp là một sự trừu tượng hóa của khái niệm đối tượng. Tuy nhiên lớp không phải là một ADT, nó là một cài đặt của một đặc tả ADT. Các đối tượng của cùng một lớp có thể chia sẻ các dữ liệu dùng chung, dữ liệu kiểu này được gọi là class variable.

### 1.2.3. Kế thừa (Inheritance)

Khái niệm kế thừa này sinh từ nhu cầu sử dụng lại các thành phần phần mềm để phát triển các phần mềm mới hoặc mở rộng chức năng của phần mềm hiện tại. Kế thừa là một cơ chế cho phép các đối tượng của một lớp có thể truy cập tới các member variable và function của một lớp đã được xây dựng trước đó mà không cần xây dựng lại các thành phần đó. Điều này cho phép chúng ta có thể tạo ra các lớp mới là một mở rộng hoặc cá biệt hóa của một lớp sẵn có. Lớp mới (gọi là derived class) kế thừa từ lớp cũ (gọi là lớp cơ sở base class). Các ngôn ngữ lập trình hướng đối tượng có thể hỗ trợ khái niệm đa kế thừa cho phép một lớp có thể kế thừa từ nhiều lớp cơ sở.

Lớp kế thừa derived class có thể có thêm các data member mới hoặc các member function mới. Thêm vào đó lớp kế thừa có thể tiến hành định nghĩa lại một hàm của lớp cơ sở và trong trường hợp này người ta nói rằng lớp kế thừa đã overload hàm thành viên của lớp cơ sở.

### 1.2.4. Dynamic Binding (tạm dịch là ràng buộc động) và Porlymorphism (đa xạ hoặc đa thể)

Chúng ta lấy một ví dụ để minh hoạ cho hai khái niệm này. Giả sử chúng ta có một lớp cơ sở là Shape, hai lớp kế thừa từ lớp Shape là Circle và Rectange. Lớp Shape là một lớp trừu tượng có một member function trừu tượng là draw(). Hai lớp Circle và Rectange thực hiện overload lại hàm draw của lớp Shape với các chi tiết cài đặt khác nhau chẳng hạn với lớp Circle hàm draw sẽ vẽ một vòng tròn còn với lớp Rectange thì sẽ vẽ một hình chữ nhật. Và chúng ta có một đoạn chương trình chính hợp lệ như sau:

int main(){

Shape shape\_list[4];

int choose, i;

for(i=0;i<4;i++){

cout << “Ngai muon ve hinh tron(0) hay hinh chu nhat(1)”; cin >> choose;

if(choose==0){shape\_list[i] = new Circle();}

else{shape\_list[i] = new Rectange();}

}

for(i=0;i<4;i++) {shape\_list[i]->draw();}

}

Khi biên dịch chương trình này thành mã thực hiện (file .exe) trình biên dịch không thể xác định được trong mảng shape\_list thì phần tử nào là Circle phần tử nào là Rectange và do đó không thể xác định được phiên bản nào của hàm draw sẽ được gọi thực hiện. Việc gọi tới phiên bản nào của hàm draw để thực hiện sẽ được quyết định tại thời điểm thực hiện chương trình, sau khi đã biên dịch và điều này được gọi là dynamic binding hoặc late binding. Ngược lại nếu việc xác định phiên bản nào sẽ được gọi thực hiện tương ứng với dữ liệu gắn với nó được quyết định ngay trong khi biên dịch thì người ta gọi đó là static binding.

Ví dụ này cũng cung cấp cho chúng ta một minh họa về khả năng đa thể (polymorphism). Khái niệm đa thể được dùng để chỉ khả năng của một thông điệp có thể được gửi tới cho các đối tượng của nhiều lớp khác nhau tại thời điểm thực hiện chương trình. Chúng ta thấy rõ lời gọi tới hàm draw sẽ được gửi tới cho các đối tượng của hai lớp Circle và Rectange tại thời điểm chương trình được thực hiện.

Ngoài các khái niệm cơ bản trên OOP còn có thêm một số khái niệm khác chẳng hạn như name space và exception handling nhưng không phải là các khái niệm bản chất.

## 1.3. Ngôn ngữ lập trình C++ và OOP.

C++ là một ngôn ngữ lập trình hướng đối tượng được Bjarne Stroustrup (AT & T Bell Lab) (giải thưởng ACM Grace Murray Hopper năm 1994) phát triển từ ngôn ngữ C. C++ kế thừa cú pháp và một số đặc điểm ưu việt của C: ví dụ như xử lý con trỏ, thư viện các hàm phong phú đa dạng, tính khả chuyển cao, chương trình chạy nhanh …. Tuy nhiên về bản chất thì C++ khác hoàn toàn so với C, điều này là do C++ là một ngôn ngữ lập trình hướng đối tượng và có nhiều mở rộng hơn so với C. Ta sẽ tìm hiểu sự khác biệt của C++ ở các chương kế tiếp.

## 1.4. Cấu trúc một chương trình C++

Một chương trình C/C++ có thể được đặt trong một hoặc nhiều file văn bản khác nhau. Mỗi file văn bản chứa một số phần nào đó của chương trình. Với những chương trình đơn giản và ngắn thường chỉ cần đặt chúng trên một file.

Một chương trình gồm nhiều hàm, nhiều lớp, nhiều đối tượng, … Mỗi hàm phụ trách một công việc khác nhau của chương trình. Đặc biệt trong các hàm này có một hàm duy nhất có tên hàm là main(). Khi chạy chương trình, các câu lệnh trong hàm main() sẽ được thực hiện đầu tiên. Trong hàm main() có thể có các câu lệnh gọi đến các hàm khác khi cần thiết, và các hàm này khi chạy lại có thể gọi đến các hàm khác nữa đã được viết trong chương trình (trừ việc gọi quay lại hàm main()). Sau khi chạy đến lệnh cuối cùng của hàm main() chương trình sẽ kết thúc.

Cụ thể, thông thường một chương trình gồm có các nội dung sau:

− Phần khai báo các tệp nguyên mẫu: khai báo tên các tệp chứa những thành phần có sẵn (như các hằng chuẩn, kiểu chuẩn và các hàm chuẩn) mà NSD sẽ dùng trong chương trình.

− Phần khai báo các kiểu dữ liệu, các biến, hằng ... do NSD định nghĩa và được dùng chung trong toàn bộ chương trình.

− Danh sách các hàm của chương trình (do NSD viết, bao gồm cả hàm main()).

Cấu trúc chi tiết của mỗi hàm sẽ được đề cập đến trong các chương sau.

Ví dụ 1: In ra màn hình dòng chữ: “Chao ban. Day la chuong trinh C++ dau tien”

1.#include<iostream> //khai bao thu vien

2. using namespace std;

3.int main()

4.{

5.cout<<"Chao ban. Day la chuong trinh C++ dau tien";

6.}

Dòng đầu tiên của chương trình là khai báo tệp nguyên mẫu iostream. Đây là khai báo bắt buộc vì trong chương trình có sử dụng phương thức chuẩn “cout <<” (in ra màn hình), phương thức này được khai báo và định nghĩa sẵn trong iostream.

Không riêng hàm main(), mọi hàm khác đều phải bắt đầu tập hợp các câu lệnh của mình bởi dấu { và kết thúc bởi dấu }. Tập các lệnh bất kỳ bên trong cặp dấu này được gọi là khối lệnh.

## 1.5. Kiểu dữ liệu trong C++

Các kiểu dữ liệu cơ bản của C++ hầu hết đều kế thừa của C ngoại trừ kiểu bool với hai hằng số true và false.

Các kiểu dữ liệu cơ bản và các biến thể của chúng là cần thiết tuy nhiên nếu chỉ dùng chúng thì cũng không thể tạo nên các chương trình có ý nghĩa được. C và C++ cung cấp cho chúng ta rất nhiều cơ chế khác nhau để xây dựng lên các kiểu tích hợp có ý nghĩa hơn, phức tạp hơn và phù hợp với nhu cầu của chương trình hơn. Kiểu dữ liệu người dùng định nghĩa quan trọng nhất của C là struct, và của C++ là class. Tuy nhiên các dễ nhất để định nghĩa một kiểu mới là dùng từ khóa **typedef** để đặt bí danh cho một kiểu sẵn có.

Thiết lập các tên bí danh với từ khóa typedef

typedef có nghĩa là “type definition” nhưng những gì mà từ khóa này thực sự làm không giống như đúng ngữ nghĩa của hai từ “type definition”. Cú pháp sử dụng với từ typedef:

**typedef <một kiểu đã có sẵn> <tên kiểu muốn đặt>**

Ví dụ:

typedef unsigned long ulong;

typedef struct str\_list{

int data;

struct str\_list \* next;

}list;

Sau khi khai báo như trên chúng ta có thể khai báo trong chương trình như sau:

list \* aList, anotherList;

Kiểu dữ liệu cấu trúc với từ khóa struct

Kiểu dữ liệu cấu trúc là một cách cho phép các lập trình viên nhóm một nhóm các biến thuộc các kiểu dữ liệu khác nhau tạo thành một cấu trúc. Với một kiểu struct chúng ta có thể truy cập tới các thành phần dữ liệu qua các toán tử tham chiếu “.” và “->” với một con trỏ cấu trúc. Có một điều đặc biệt khi chúng ta khai báo và sử dụng các cấu trúc trong C++:

typedef struct{ // hoặc có thể là: typedef struct list

int data;

list \*next;

}list;

main(){

list \* ptr;

}

**Kiểu dữ liệu liệt kê (enum)**

Kiểu dữ liệu liệt kê được khai báo bằng từ khóa enum và thường được dùng để làm chương trình sáng sủa hơn. Ví dụ:

enum Bool{true = 1, false = 0};

Thường trong C++ kiểu enum được dùng ít hơn do một số nguyên nhân ví dụ như kiểm tra kiểu, chẳng hạn chúng ta không thể thực hiện lệnh true++.

**Kiểu hợp nhất (union)**

Đôi khi trong chương trình chúng ta cần phải làm việc với nhiều kiểu dữ liệu khác nhau với cùng một biến số., khi đó chúng ta có thể thực hiện theo hai cách: một là dùng kiểu dữ liệu cấu trúc hoặc nếu có thể sử dụng kiểu hợp nhất để tiết kiệm bộ nhớ.

Kiểu union có cách khai báo giống hệt kiểu struct chỉ có khác ở cách sử dụng: tại một thời điểm chúng ta chỉ có thể truy cập tới một thành phần của một biến kiểu union và kích thước của một kiểu dữ liệu union chính bằng kích thước của thành phần có kích thước lớn nhất của kiểu.

Ví dụ:

union test\_type{

char c; int i; float f; double d;

};

#include <iostream>

union Packed { // khai báo giống như một lớp

char i; short j; int k; long l; float f; double d;

};

int main() {

cout << "sizeof(Packed) = " << sizeof(Packed) << endl;

Packed x;

x.i = 'c';

cout << x.i << endl;

x.d = 3.14159;

cout << x.d << endl;

}

khi đó sizeof(test\_type) sẽ bằng kích thước của kiểu double. Chú ý là sau khi thực hiện gán giá trị cho các thành phần của một biến có kiểu union thì các giá trị được gán trước đó của một thành phần khác sẽ bị sửa đổi. Ví dụ chúng ta chỉ cần thêm một lệnh: cout << x.i << endl; vào cuối chương trình trên sẽ nhận được kết quả là ‘n’ chứ không phải ‘c’.

Kiểu dữ liệu mảng: Mảng là một kiểu dữ liệu tích hợp rất hay được dùng, nó cho phép chúng ta kết hợp nhiều biến đơn lẻ có cùng kiểu thành một kiểu dữ liệu tích hợp. Việc truy cập tới các thành phần của một mảng được thực hiện bằng cách lấy chỉ mục (index) của nó: []. Việc khai báo mảng có thể được thực hiện kèm với việc gán các giá trị cho các thành phần của nó.

**Mảng và con trỏ.**

Con trỏ là một công cụ tuyệt vời cho phép truy cập tới các thành phần của một mảng bất kỳ. Đặc biệt là khi chúng ta cần truyền một mảng làm tham số của một hàm. Ví dụ:

#include <iostream> #include <string.h>

void func1(int a[], int size) { for(int i = 0; i < size; i++) a[i] = i \* i - i; }

void func2(int\* a, int size) { for(int i = 0; i < size; i++) a[i] = i \* i + i; }

void print(int a[], string name, int size) {

for(int i = 0; i < size; i++) cout << name << "[" << i << "] = " << a[i] << endl;

}

int main() { int a[5], b[5]; func1(a, 5); func1(b, 5); func2(a, 5); func2(b, 5); }

Một trường hợp đặc biệt của các hàm kiểu này chính là bản thân hàm main. Hàm main có hai tham số là (int n, char \* ags[]). Để thuận tiện cho việc sử dụng các tham số này chúng ta nên dùng các hàm chuyển kiểu chẳng hạn như: atoi(), atof(), atol().

## 1.6. Các câu lệnh trong C++

Các câu lệnh cơ bản của C++ kế thừa của C. Như lệnh rẽ nhánh if else, switch, lệnh lặp for, while, do…

## Bài tập

1. Viết chương trình giải pt ax+b=0. Với a, b là các số nguyên (thực) nhập từ bàn phím

2. Viết chương trình giải pt ax2+bx+c=0. Với a, b,c là các số nguyên (thực) nhập từ bàn phím

3. Viết chương trình giải hệ pt bậc nhất 2 ẩn

4. Viết chương trình nhập vào một số nguyên từ 1, 2, …, 9. In ra dạng La mã của số tương ứng. Ví dụ: nhập vào 5 in ra V, nhập vào 9 in ra IX

5. Viết chương trình in ra tổng các chữ số của một số nguyên

# CHƯƠNG 2. HÀM

Các hàm là công cụ chính cho phép xây dựng các chương trình lớn trong C và C++. Với các hàm nhỏ một chương trình lớn có thể được chia thành các chương trình nhỏ hơn, dễ giải quyết hơn. Với các ngôn ngữ lập trình khác nhau người ta dùng các thuật ngữ khác nhau để chỉ một chương trình con, trong C và C++ các chương trình con được gọi là các hàm.

## 2.1. Xây dựng hàm

### 2.1.1. Nguyên mẫu hàm

Một hàm trong C và C++ thường được khai báo nguyên mẫu trước khi thực sự cài đặt (định nghĩa). Cú pháp khai báo nguyên mẫu của một hàm như sau:

<kiểu của hàm> <tên hàm>(<danh sách tham số>);

Trong đó <kiểu của hàm> là kiểu dữ liệu mà hàm trả về, <tên hàm> là tên mà chúng ta muốn đặt cho hàm (tên này được dùng để gọi hàm), danh sách tham số là danh sách các tham biến và kiểu của chúng được sử dụng với hàm. Ví dụ:

int max(int a, int b);

Thường các nguyên mẫu hàm được đặt trong các file .h mà người ta gọi là các file header và để gọi tới một hàm chúng ta cần có chỉ thị #include file header tương ứng với hàm mà chúng ta định sử dụng. Khi đó trong quá trình biên dịch trình biên dịch sẽ tự tìm các hàm chuẩn (được coi là một phần cơ bản của ngôn ngữ) còn với các hàm người dùng định nghĩa chúng ta cần chỉ rõ đường dẫn tới các file chứa phần cài đặt của hàm (thường là file .cpp hoặc một file thư viện tự tạo nào đó).

### 2.1.2. Định nghĩa hàm

Một hàm sau khi khai báo nguyên mẫu cần phải được xây dựng tường minh theo cấu trúc sau:

<kiểu của hàm> <tên hàm>(<danh sách tham số>)

{

Nội dung của hàm

[return biểu thức;]

}

### 2.1.3. Hàm và các biến

Các biến nằm trong hàm cũng như các biến là tham số được truyền cùng với một hàm được gọi là các biến cục bộ của một hàm. Các biến nằm ngoài các hàm được gọi là các biến toàn cục.

## 2.2. Truyền tham số

Việc truyền tham số cho một hàm có thể được tiến hành theo 3 hình thức khác nhau: Truyền theo giá trị, Truyền theo địa chỉ, Truyền theo tham chiếu.

Việc thay đổi các biến ngoài cũng có thể được thực hiện bằng cách truyền theo tham chiếu. So với cách truyền theo địa chỉ truyền theo tham số an toàn hơn và do đó cũng kém linh hoạt hơn.

Ví dụ: void swap(int &a, int &b);

## 2.3. Chồng hàm (overload) và tham số mặc định của hàm

Chồng hàm (overload): C++ cho phép lập trình viên có khả năng viết các hàm có tên giống nhau, khả năng này được gọi là chồng hàm (overload hoặc polymorphism function mean many formed).Ví dụ chúng ta có thể có các hàm như sau:

int myFunction(int);

int myFunction(int, int);

int myFunction(int, int, int);

Các hàm overload cần thoả mãn một điều kiện là danh sách các tham số của chúng phải khác nhau (về số lượng tham số và kiểu tham số). Kiểu các hàm overload có thể giống nhau hoặc khác nhau. Danh sách kiểu các tham số của một hàm được gọi là ***chữ ký*** (signature) của hàm đó.

Có sự tương tự khi sử dụng chồng hàm và các tham số mặc định và sự lựa chọn sử dụng tuỳ thuộc vào kinh nghiệm của lập trình viên. Với các hàm lớn và phức tạp chúng ta nên sử dụng chồng hàm, ngoài ra việc sử dụng các hàm chồng nhau cũng làm cho chương trình sáng sủa và dễ gỡ lỗi hơn.

Chú ý là không thể overload các hàm static.

Các tham số mặc định: Các biến được truyền làm tham số khi thực hiện gọi một hàm phải có kiểu đúng như nó đã được khai báo trong phần prototype của hàm. Chỉ có một trường hợp khác đó là khi chúng ta khai báo hàm với tham số có giá trị mặc định ví dụ:

int myFunction(int x=10);

Khi đó khi chúng ta thực hiện gọi hàm và không truyền tham số, giá trị 10 sẽ được dùng trong thân hàm. Vì trong prototype không cần tên biến nên chúng ta có thể thực hiện khai báo như sau:

int myFunction(int =10);

Trong phần cài đặt của hàm chúng ta vẫn tiến hành bình thường như các hàm khác:

int myFunction(int x){

…  
}

Bất kỳ một tham số nào cũng có thể gán các giá trị mặc định chỉ có một hạn chế: nếu một tham số nào đó không được gán các giá trị mặc định thì các tham số đứng trước nó cũng không thể sử dụng các giá trị mặc định. Ví dụ với hàm:

int myFunction(int p1, int p2, int p3);

Nếu p3 không được gán các giá trị mặc định thì cũng không thể gán cho p2 các giá trị mặc định.

Các giá trị mặc định của tham số hàm thường được sử dụng trong các hàm cấu tử của các lớp.

## 2.4. Hàm inline

Hàm inline: Các hàm inline được xác định bằng từ khóa inline. Ví dụ: inline myFunction(int);

Khi chúng ta sử các hàm trong một chương trình C hoặc C++ thường thì phần thân hàm sau khi được biên dịch sẽ là một tập các lệnh máy. Mỗi khi chương trình gọi tới hàm, đoạn mã của hàm sẽ được nạp vào stack để thực hiện sau đó trả về 1 giá trị nào đó nếu có và thân hàm được loại khỏi stack thực hiện của chương trình. Nếu hàm được gọi 10 lần sẽ có 10 lệnh nhảy tương ứng với 10 lần nạp thân hàm để thực hiện. Với chỉ thị inline chúng ta muốn gợi ý cho trình biên dịch là thay vì nạp thân hàm như bình thường hãy chèn đoạn mã của hàm vào đúng chỗ mà nó được gọi tới trong chương trình. Điều này rõ ràng làm cho chương trình thực hiện nhanh hơn bình thường. Tuy nhiên inline chỉ là một gợi ý và không phải bao giờ cũng được thực hiện. Với các hàm phức tạp (chẳng hạn như có vòng lặp) thì không nên dùng inline. Các hàm inline do đó thường rất ngắn chẳng hạn như các hàm chỉ thực hiện một vài thao tác khởi tạo các biến (các hàm cấu tử của các lớp). Với các lớp khi khai báo các hàm inline chúng ta có thể không cần dùng từ khóa inline mà thực hiện cài đặt ngay sau khi khai báo là đủ.

Hàm đệ qui: Đệ qui là một cơ chế cho phép một hàm có thể gọi tới chính nó. Kỹ thuật đệ qui thường gắn với các vấn đề mang tính đệ qui hoặc được xác định đệ qui. Để giải quyết các bài toán có các chu trình lồng nhau người ta thường dùng đệ qui. Ví dụ như bài toán tính giai thừa, bài toán sinh các hoán vị của n phần tử

Sử dụng từ khóa const: Đôi khi chúng ta muốn truyền một tham số theo địa chỉ nhưng không muốn thay đổi tham số đó, để tránh các lỗi có thể xảy ra chúng ta có thể sử dụng từ khóa const. Khi đó nếu trong thân hàm chúng ta vô ý thay đổi nội dung của biến trình biên dịch sẽ báo lỗi. Ngoài ra việc sử dụng từ khóa const còn mang nhiều ý nghĩa khác liên quan tới các phương thức của lớp (chúng ta sẽ học trong chương 5).

## Bài tập

1. Viết hàm tính tổng các ước của một số nguyên n

2. Viết hàm kiểm tra một số nguyên dương n có là số nguyên tố không

3. Viết hàm kiểm tra một số nguyên dương n có là số hoàn hảo không

4. Viết hàm tìm bội số chung nhỏ nhất của hai số nguyên dương n

5. Viết hàm tính chu vi và diện tích tam giác khi biết ba cạnh a, b, c

# CHƯƠNG 3. KÊNH NHẬP XUẤT

## 3.1. Tổng quan về các luồng vào ra của C++

Để thuận tiện cho việc vào ra dữ liệu trong các chương trình C++ người ta đã đưa vào thư viện chuẩn iostream. Việc không coi các thao tác vào ra dữ liệu là một phần cơ bản của ngôn ngữ và kiểm soát chúng trong các thư viện làm cho ngôn ngữ có tính độc lập về nền tảng cao. Một chương trình viết bằng C++ trên một hệ thống nền này có thể biên dịch lại và chạy tốt trên một hệ thống nền khác mà không cần thay đổi mã nguồn của chương trình. Các nhà cung cấp trình biên dịch chỉ việc cung cấp đúng thư viện tương thích với hệ thống và mọi thứ thế là ổn ít nhất là trên lý thuyết.

Chú ý: Thư viện là một tập các file OBJ có thể liên kết với chương trình của chúng ta khi biên dịch để cung cấp thêm một số chức năng (qua các hàm, hằng, biến được định nghĩa trong chúng). Đây là dạng cơ bản nhất của việc sử dụng lại mã chương trình.

Các lớp iostream coi luồng dữ liệu từ một chương trình tới màn hình như là một dòng (stream) dữ liệu gồm các byte (các ký tự) nối tiếp nhau. Nếu như đích của dòng này là một file hoặc màn hình thì nguồn thường là một phần nào đó trong chương trình. Hoặc có thể là dữ liệu được nhập vào từ bàn phím, các file và được rót vào các biến dùng để chứa dữ liệu trong chương trình.

Một trong các mục đích chính của các dòng là bao gói các vấn đề trong việc lấy và kết xuất dữ liệu ra file hay ra màn hình. Khi một dòng được tạo ra chương trình sẽ làm việc với dòng đó và dòng sẽ đảm nhiệm tất cả các công việc chi tiết cụ thể khác (làm việc với các file và việc nhập dữ liệu từ bàn phím).

Bộ đệm: Việc ghi dữ liệu lên đĩa là một thao tác tương đối đắt đỏ (về thời gian và tài nguyên hệ thống). Việc ghi và đọc dữ liệu từ các file trên đĩa chiếm rất nhiều thời gian và thường thì các chương trình sẽ bị chậm lại do các thao tác đọc và ghi dữ liệu trực tiếp lên đĩa cứng. Để giải quyết vấn đề này các luồng được cung cấp cơ chế sử dụng đệm. Dữ liệu được ghi ra luồng nhưng không được ghi ra đĩa ngay lập tức, thay vào đó bộ đệm của luồng sẽ được làm đầy từ từ và khi đầy dữ liệu nó sẽ thực hiện ghi tất cả lên đĩa một lần.

Điều này giống như một chiếc bình đựng nước có hai van, một van trên và một van dưới. Nước được đổ vào bình từ van trên, trong quá trình đổ nước vào bình van dưới được khóa kín, chỉ khi nào nước trong bình đã đầy thì van dưới mới mở và nước chảy ra khỏi bình. Việc thực hiện thao tác cho phép nước chảy ra khỏi bình mà không cần chờ cho tới khi nước đầy bình được gọi là “flush the buffer”.

## 3.2. Các luồng và các bộ đệm

C++ thực hiện cài đặt các luồng và các bộ đệm theo cách nhìn hướng đối tượng:

Lớp streambuf quản lý bộ đệm và các hàm thành viên của nó cho phép thực hiện các thao tác quản lý bộ đệm: fill, empty, flush.

Lớp ios là lớp cơ sở của các luồng vào ra, nó có một đối tượng streambuf trong vai trò của một biến thành viên.

Các lớp istream và ostream kế thừa từ lớp ios và cụ thể hóa các thao tác vào ra tương ứng.

Lớp iostream kế thừa từ hai lớp istream và ostream và có các phương thức vào ra để thực hiện kết xuất dữ liệu ra màn hình.

Lớp fstream cung cấp các thao tác vào ra với các file.

## 3.3. Các đối tượng vào ra chuẩn

Thư viện iostream là một thư viện chuẩn được trình biên dịch tự động thêm vào mỗi chương trình nên để sử dụng nó chúng ta chỉ cần có chỉ thị include file header iostream vào chương trình. Khi đó tự động có 4 đối tượng được định nghĩa và chúng ta có thể sử dụng chúng cho tất cả các thao tác vào ra cần thiết.

cin: quản lý việc vào dữ liệu chuẩn hay chính là bàn phím

cout: quản lý kết xuất dữ liệu chuẩn hay chính là màn hình

cer: quản lý việc kết xuất (không có bộ đệm) các thông báo lỗi ra thiết bị báo lỗi chuẩn (là màn hình). Vì không có cơ chế đệm nên dữ liệu được kết xuất ra cer sẽ được thực hiện ngay lập tức.

clo: quản lý việc kết xuất (có bộ đệm) các thông báo lỗi ra thiết bị báo lỗi chuẩn (là màn hình). Thường được tái định hướng vào một file log nào đó trên đĩa.

3.3.1. Nhập dữ liệu với cin

cin là môt đối tượng toàn cục chịu trách nhiệm nhập dữ liệu cho chương trình. Để sử dụng cin cần có chỉ thị tiền xử lý include file header iostream. Toán tử >> được dùng với đối tượng cin để nhập dữ liệu cho một biến nào đó của chương trình.

Toán tử >> là một toán tử được overload và kết quả của việc sử dụng toán tử này là ghi tất cả nội dung trong bộ đệm của cin vào một biến cục bộ nào đó trong chương trình. Do >> là một toán tử được overload của cin nên nó có thể được dùng để nhập dữ liệu cho rất nhiều biến có kiểu khác nhau ví dụ:

int someVar; cin >> someVar;

**Các xâu (strings)**

cin cũng có thể làm việc với các biến xâu, hay các mảng ký tự, ví dụ:

char stdName[255]; cin >> stdName;

Chú ý là chúng ta có thể thực hiện nhập nhiều tham số một lúc ví dụ:

cin >> intVar >> floatVar;

**Các hàm thành viên khác của cin**

Ngoài việc overload toán tử >> cin còn có rất nhiều hàm thành viên khác có thể được sử dụng để nhập dữ liệu.

**Hàm get**

Hàm get có thể sử dụng để nhập các ký tự đơn, khi đó chúng ta gọi tới hàm get() mà không cần có đối số, gía trị trả về là ký tự được nhập vào ví dụ:

#include <iostream>

int main() {

char ch;

while ( (ch = cin.get()) != EOF) { cout << "ch: " << ch << endl; }

cout << "\nDone!\n";

return 0; }

Chương trình trên sẽ cho phép người dùng nhập vào các xâu có độ dài bất kỳ và in ra lần lượt các ký tự của xâu đó cho tới khi gặp ký tự điều khiển Ctrl-D hoặc Ctrl-Z.

Chú ý là không phải tất cả các cài đặt của istream đều hỗ trợ phiên bản này của hàm get().

Có thể gọi tới hàm get() để nhập các ký tự bằng cách truyền vào một biến kiểu char ví dụ:

char a, b;

cin.get(a).get(b);

Ngoài cách nhập xâu bằng cách sử dụng hàm get() chúng ta có thể dùng hàm getline(). Hàm getline hoạt động tương tự như hàm get() chỉ trừ một điều là ký tự kết thúc sẽ được loại khỏi bộ đệm trong trường hợp nó được nhập trước khi đầy xâu.

Sử dụng hàm ignore: Đôi khi chúng ta muốn bỏ qua tất cả các ký tự còn lại của một dòng dữ liệu nào đó cho tới khi gặp ký tự kết thúc dìng (EOL) hoặc ký tự kết thúc file (EOF), hàm ignore của đối tượng cin nhằm phục vụ cho mục đích này. Hàm này có 2 tham số, tham số thứ nhất là số tối đa các ký tự sẽ bỏ qua cho tới khi gặp ký tự kết thúc được chỉ định bởi tham số thứ hai. Chẳng hạn với câu lệnh cin.ignore(80, ’\n’) thì tối đa 80 ký tự sẽ bị loại bỏ cho tới khi gặp ký tự xuống dòng, ký tự này sẽ được loại bỏ trước khi hàm ignore kết thúc công việc của nó. Ví dụ:

#include <iostream>

int main() {

char stringOne[255];

char stringTwo[255];

cout << "Nhập xâu thứ nhất:"; cin.get(stringOne,255);

cout << "Xâu thứ nhất" << stringOne << endl;

cout << "Nhập xâu thứ hai: "; cin.getline(stringTwo,255);

cout << "Xâu thứ hai: " << stringTwo << endl;

cout << "\n\nNhập lại...\n";

cout << "Nhập xâu thứ nhất: "; cin.get(stringOne,255);

cout << "Xâu thứ nhất: " << stringOne<< endl;

cin.ignore(255,'\n');

cout << "Nhập xâu thứ hai: "; cin.getline(stringTwo,255);

cout << "Xâu thứ hai: " << stringTwo<< endl;

return 0; }

cin có hai phương thức khác là peek và putback với mục đích làm cho công việc trở nên dễ dàng hơn. Hàm peek() cho ta biết ký tự tiếp theo nhưng không nhập chúng còn hàm putback() cho phép chèn một ký tự vào dòng input. Ví dụ:

while ( cin.get(ch) ){

if (ch == '!') cin.putback('$');

else cout << ch;

while (cin.peek() == '#') cin.ignore(1,'#');

}

Các hàm này thường được dùng để thực hiện phân tích các xâu hay các dữ liệu khác chẳng hạn trong các chương trình phân tích cú pháp của ngôn ngữ chẳng hạn.

3.3.2. Kết xuất dữ liệu với cout

Chúng ta đã từng sử dụng đối tượng cout cho việc kết xuất dữ liệu ra màn hình, ngoài ra chúng ta cũng có thể sử dụng cout để định dạng dữ liệu, căn lề các dòng kết xuất dữ liệu và ghi dữ liệu kiểu số dưới dạng số thập phân hay hệ hexa.

Xóa bộ đệm ouput: Việc xóa bộ đệm output được thực hiện khi chúng ta gọi tới hàm endl. Hàm này thực chất là gọi tới hàm flush() của đối tượng cout. Chúng ta có thể gọi trực tiếp tới hàm này:

cout << flush;

**Các hàm liên quan**

Tương tự như cin có các hàm get() và getline() cout có các hàm put() và write() phục vụ cho việc kết xuất dữ liệu. Hàm put() được dùng để ghi một ký tự ra thiết bị output và cũng như hàm get() của cin chúng ta có thể dùng hàm này liên tiếp:

cout.put(‘a’).put(‘e’);

Hàm write làm việc giống hệt như toán tử chèn chỉ trừ một điều là nó các hai tham số: tham số thứ nhất là con trỏ xâu và tham số thứ hai là số ký tự sẽ in ra, ví dụ:

char str[] = “no pain no gain”; cout.write(str,3);

**Các chỉ thị định dạng, các cờ và các thao tác với cout**

Dòng output có rất nhiều cờ được sử dụng vào các mục đích khác nhau chẳng hạn như quản lý cơ số của các biến sẽ được kết xuất ra màn hình, kích thước của các trường… Mỗi cờ trạng thái là một byte có các bit được gán cho các ý nghĩa khác nhau, các cờ này có thể được đặt các giá trị khác nhau bằng cách sử dụng các hàm.

**Sử dụng hàm width của đối tượng cout**

Độ rộng mặc định khi in ra các biến là vừa đủ để in dữ liệu của biến đó, điều này đôi khi làm cho output nhận được không đẹp về mặt thẩm mỹ. Để thay đổi điều này chúng ta có thể dùng hàm width, ví dụ:

cout.width(5);

Bình thường cout lấp các chỗ trống khi in ra một biến nào đó (với độ rộng được thiết lập bằng hàm width) bằng các dấu trống, nhưng chúng ta có thể thay đổi điều này bằng cách gọi tới hàm fill, ví dụ:

cout.fill(‘\*’);

Thiết lập các cờ: Các đối tượng iostream quản lý trạng thái của chúng bằng cách sử dụng các cờ. Chúng ta có thể thiết lập các cờ này bằng cách sử dụng hàm setf() với tham số là một hằng kiểu liệt kê đã được định nghĩa trước. Chẳng hạn với một biến kiểu float có giá trị là 20.000, nếu chúng ta sử dụng toán tử >> để in ra màn hình kết quả nhận được sẽ là 20, nếu chúng ta thiết lập cờ showpoint kết quả sẽ là 20.000.

Ví dụ:

cout.setf(ios::showpoint);

Sau đây là một số cờ thường dùng:

|  |  |
| --- | --- |
| showpos | dấu của các biến kiểu số |
| hex | In ra số dưới dạng hexa |
| dec | In ra số dưới dạng cơ số 10 |
| oct | In ra số dưới dạng cơ số 8 |
| left | Căn lề bên trái |
| right | Căn lề bên phải |
| internal | Căn lề giữa |
| precision | Hàm thiết lập độ chính xác của các biến thực: cout.precision(2); |

Ngoài ra còn phải kể đến hàm setw() cũng có thể được dùng thay cho hàm width.

Chú ý là các hàm trên đều cần có chỉ thị include file header iomanip.h.

Các hàm width, fill và precision đều có một phiên bản không có tham số cho phép đọc các giá trị được thiết lập hiện tại (mặc định).

3.3.3 Các dòng vào ra và hàm printf

Hầu hết các cài đặt của C++ đều cung cấp các thư viện C chuẩn, trong đó bao gồm lệnh printf(). Mặc dù về mặt nào đó hàm prinf dễ sử dụng hơn so với các dòng của C++ nhưng nó không thể theo kịp được các dòng: hàm printf không có đảm bảo về kiểu dữ liệu do đó khi chúng ta in ra một ký tự lại có thể là một số nguyên và ngược lại, hàm printf cũng không hỗ trợ các lớp do đó không thể overload để làm việc với các lớp.

Ngoài ra hàm printf cũng thực hiện việc định dạng dữ liệu dễ dàng hơn, ví dụ:

printf(“%15.5f”, tf);

Có rất nhiều lập trình viên C++ có xu hướng thích dùng hàm printf() nên cần phải chú ý kỹ tới hàm này.

## 3.4. Vào ra dữ liệu với các file

Các dòng cung cấp cho chúng ta một cách nhất quán để làm việc với dữ liệu được nhập vào từ bàn phím cũng như dữ liệu được nhập vào từ các file. Để làm việc với các file chúng ta tạo ra các đối tượng ofstream và ifstream.

**ofstream**

Các đối tượng cụ thể mà chúng ta dùng để đọc dữ liệu ra hoặc ghi dữ liệu vào được gọi là các đối tượng ofstream. Chúng được kế thừa từ các đối tượng iostream.

Để làm việc với một file trước hết chúng ta cần tạo ra một đối tượng ofstream, sau đó gắn nó với một file cụ thể trên đĩa, và để tạo ra một đối tượng ofstream chúng ta cần include file fstream.h.

**Các trạng thái điều kiện**

Các đối tượng iostream quản lý các cờ báo hiệu trạng thái sau khi chúng ta thực hiện các thao tác input và output chúng ta có thể kiểm tra các cờ này bằng cách sử dụng các hàm Boolean chẳng hạn như eof(), bad(), fail(), good(). Hàm bad() cho giá trị TRUE nếu một thao tác là không hợp lệ, hàm fail() cho giá trị TRUE nếu như hàm bad() cho giá trị TRUE hoặc một thao tác nào đó thất bại. Cuối cùng hàm good() cho giá trị TRUE khi và chỉ khi tất cả 3 hàm trên đều trả về FALSE.

**Mở file**

Để mở một file cho việc kết xuất dữ liệu chúng ta tạo ra một đối tượng ofstream:

ofstream fout(“out.txt”);

và để mở file nhập dữ liệu cũng tương tự:

ifstream fin(“inp.txt”);

Sau khi tạo ra các đối tượng này chúng ta có thể dùng chúng giống như các thao tác vẫn được thực hiện với cout và cin nhưng cần chú ý có hàm close() trước khi kết thúc chương trình.

Ví dụ:

ifstream fin(“data.txt”);

while(fin.get(ch)) cout << ch;

fin.close();

**Thay đổi thuộc tính mặc định khi mở file**

Khi chúng ta mở một file để kết xuất dữ liệu qua một đối tượng ofstream, nếu file đó đã tồn tại nội dung của nó sẽ bị xóa bỏ còn nếu nó không tồn tại thì file mới sẽ được tạo ra. Nếu chúng ta muốn thay đổi các hành động mặc định này có thể truyền thêm một biến tường minh vào cấu tử của lớp ofstream.

Các tham số hợp lệ có thể là:

ios::app – append, mở rộng nội dung một file nếu nó đã có sẵn.

ios:ate -- đặt vị trí vào cuối file nhưng có thể ghi lên bất cứ vị trí nào trong file

ios::trunc -- mặc định

ios::nocreate -- nếu file không có sẵn thao tác mở file thất bại

ios::noreplace -- Nếu file đã có sẵn thao tác mở file thất bại.

Chú ý: nên kiểm tra khi thực hiện mở một file bất kỳ. Nên sử dụng lại các đối tượng ifstream và ofstream bằng hàm open().

**File text và file nhị phân**

Một số hệ điều hành chẳng hạn DOS phân biệt các file nhị phân và các file text. Các file text lưu trữ dữ liệu dưới dạng text chẳng hạn một số sẽ được lưu thành một xâu, việc lưu trữ theo kiểu này có nhiều bất lợi song chúng ta có thể xem nội dung file bằng các chương trình rất đơn giản.

Để giúp phân biệt giữa các file text và nhị phân C++ cung cấp cờ ios::binary. Trên một số hệ thống cờ này thường được bỏ qua vì thường thì dữ liệu được ghi dưới dạng nhị phân.

Các file nhị phân không chỉ lưu các số và ký tự chúng có thể được sử dụng để lưu các cấu trúc. Để ghi một biến cấu trúc lên một file nhị phân chúng ta dùng hàm write(), ví dụ:

fout.write((char\*) &Bear,sizeof Bear);

Để thực hiện việc đọc ngược lại chúng ta dùng hàm read.

fin.read((char\*) &BearTwo, sizeof BearTwo);

**Làm việc với máy in**

Làm việc với máy in tương đối giống với làm việc với các file:

ofstream prn(“PRN”);

## Bài tập

1. Viết chương trình ghi một mảng n số nguyên vào file du\_lieu.txt

2. Viết chương trình đọc dữ liệu từ file du\_lieu.txt và in kết quả ra màn hình

**CHƯƠNG 4. ĐỐI TƯỢNG VÀ LỚP.**

## 4.1. Định nghĩa đối tượng, lớp

Rất nhiều các đối tượng trong thế giới thực có hai đặc tính sau: chúng có một trạng thái (state) (các thuộc tính có thể thay đổi) và các năng lực (công việc mà chúng có thể thực hiện).

Đối tượng thực = Trạng thái (các thuộc tính)+ Các năng lực (hành vi)

Đối tượng lập trình = Dữ liệu + Các hàm

Kết quả của việc trừu tượng hóa các đối tượng của thế giới thực thành các đối tượng lập trình là sự kết hợp giữa dữ liệu và các hàm.

Lớp là một kiểu dữ liệu mới được dùng để định nghĩa các đối tượng. Một lớp có vai trò như một kế hoạch hay một bản mẫu. Nó chỉ rõ dữ liệu nào (các thuộc tính - trạng thái) và các hàm (các năng lực) nào sẽ thuộc về các đối tượng của lớp đó. Việc viết hay tạo ra một lớp mới không sinh ra bất cứ một đối tượng nào trong chương trình.

Một lớp là sự trừu tượng hóa, tổng quát hóa các đối tượng có các thuộc tính giống nhau và các đối tượng là thể nghiệm của các lớp.

## 4.2. Khai báo lớp, đối tượng

### 4.2.1. Khai báo lớp

Để khai báo một lớp, ta sử dụng từ khoá class như sau:

**class** **tên\_lớp{**

**// Khai báo các thành phần dữ liệu (thuộc tính)**

**// Khai báo các phương thức (hàm)**

**};**

Chi tiết hơn ta có khai báo lớp như sau :

**class** **tên\_lớp{**

**private :**

// Khai báo các thành phần dữ liệu (thuộc tính) riêng

// Khai báo các phương thức (hàm) riêng

**protected:**

// Khai báo các thành phần dữ liệu (thuộc tính) được bảo vệ

// Khai báo các phương thức (hàm) được bảo vệ

**public:**

// Khai báo các thành phần dữ liệu (thuộc tính) chung

// Khai báo các phương thức (hàm) chung

**};**

Chú ý: Việc khai báo một lớp không chiếm giữ bộ nhớ, chỉ các đối tượng của lớp mới thực sự chiếm giữ bộ nhớ.

Thuộc tính của lớp có thể là các biến, mảng, con trỏ có kiểu chuẩn (int, float, char, char\*, long,...) hoặc kiểu ngoài chuẩn đã định nghĩa trước (cấu trúc, hợp, lớp,...). Thuộc tính của lớp không thể có kiểu của chính lớp đó, nhưng có thể là con trỏ của lớp này, ví dụ:

class A{

A x; //Không cho phép, vì x có kiểu lớp A

A\* p ; //Cho phép , vì p là con trỏ kiểu lớp A

} ;

### 4.2.2. Khai báo các thành phần của lớp (thuộc tính và phương thức)

***a. Các từ khóa private và public, protected***

Khi khai báo các thành phần dữ liệu và phương thức có thể dùng các từ khoá private,*protected* và public để quy định phạm vi sử dụng của các thành phần này.

* Từ khóa private: qui định các thành phần (được khai báo với từ khóa này) chỉ được sử dụng bên trong lớp (trong thân các phương thức của lớp) hoặc các hàm bạn. Các hàm bên ngoài lớp (không phải là phương thức của lớp) không được phép sử dụng các thành phần này. Đặc trưng này thể hiện tính che giấu thông tin trong nội bộ của lớp, để đến được các thông tin này cần phải thông qua chính các thành phần hàm của lớp đó. Do vậy thông tin có tính toàn vẹn cao và việc xử lý thông tin (dữ liệu) này mang tính thống nhất hơn và hầu như dữ liệu trong các lớp đều được khai báo với từ khóa này.
* Từ khóa public: các thành phần được khai báo với từ khóa public được phép sử dụng ở cả bên trong và bên ngoài lớp, điều này cho phép trong chương trình có thể sử dụng các hàm này để truy nhập đến dữ liệu của lớp. Hiển nhiên nếu các thành phần dữ liệu đã khai báo là privte thì các thành phần hàm phải có ít nhất một vài hàm được khai báo dạng public để chương trình có thể truy cập được, nếu không toàn bộ lớp sẽ bị đóng kín và điều này không giúp gì cho chương trình. Do vậy cách khai báo lớp tương đối phổ biến là các thành phần dữ liệu được ở dạng private và thành phần hàm dưới dạng public. Nếu không quy định cụ thể (không dùng các từ khoá private và public) thì C++ hiểu đó là private.

- Từ khóa protected : các thành phần được khai báo với từ khóa *protected* được sử dụng từ bên trong lớp, các hàm bạn, các lớp thừa kế.

***b. Các thành phần dữ liệu (thuộc tính)***

Được khai báo như khai báo các thành phần trong kiểu cấu trúc hay hợp. Bình thường các thành phần này được khai báo là private để bảo đảm tính giấu kín, bảo vệ an toàn dữ liệu của lớp không cho phép các hàm bên ngoài xâm nhập vào các dữ liệu này.

***c. Các phương thức (hàm thành viên)***

Thường khai báo là public để chúng có thể được gọi tới (sử dụng) từ các hàm khác trong chương trình.

Các phương thức có thể được khai báo và định nghĩa bên trong lớp hoặc chỉ khai báo bên trong còn định nghĩa cụ thể của phương thức có thể được viết bên ngoài. Thông thường, các phương thức ngắn được viết (định nghĩa) bên trong lớp, còn các phương thức dài thì viết bên ngoài lớp.

Một phương thức bất kỳ của một lớp, có thể sử dụng bất kỳ thành phần (thuộc tính và phương thức) nào của lớp đó và bất kỳ hàm nào khác trong chương trình (vì phạm vi sử dụng của hàm là toàn chương trình).

Giá trị trả về của phương thức có thể có kiểu bất kỳ (chuẩn và ngoài chuẩn)

Ví dụ 1: Lớp point định nghĩa các điểm ảnh trong một chương trình đồ họa.

Mỗi điểm phải có hai trạng thái là hoành độ và tung độ, chúng ta có thể dùng hai biến kiểu int để biểu diễn chúng.

Trong chương trình của chúng ta các điểm phải có các khả năng sau:

Các điểm có thể di chuyển trên màn hình: điều này được thực hiện qua hàm move

Các điểm có thể in ra các tọa độ của chúng lên màn hình: hàm print

Các điểm có thể trả lời câu hỏi xem chúng có đang ở vị trí gốc tạo độ hay không: hàm isZero()

class Point{ // khai báo lớp Point

int x, y; // hoành độ và tung độ

public:

void move(int,int);

void print();

bool isZero();

};

Các hàm và các biến trong một lớp được gọi là các thành viên của lớp. Trong ví dụ này chỉ có các nguyên mẫu hàm được đặt trong khai báo lớp, phần cài đặt sẽ được đặt ở các phần khác (có thể trong một file khác) của chương trình.

Nếu như phần định nghĩa hay cài đặt của một hàm được đặt ngay trong phần khai báo của lớp thì hàm đó được gọi là một hàm inline (macro).

Một số chú ý về hàm inline:

Chúng ta có thể sử dụng từ khóa inline để chỉ định một hàm là inline:

inline void Point::move(int newX, int newY){ }

Không phải lúc nào hàm inline cũng được thực hiện: có 2 trường hợp mà trình biên dịch sẽ từ chối chấp nhận một hàm là hàm inline trường hợp thứ nhất là khi hàm đó quá phức tạp, trường hợp thứ hai là nó gọi tới một hàm có địa chỉ không xác định, ví dụ:

class Forward {

int i;

public:

Forward() : i(0) {}

// gọi tới hàm chưa được khai báo:

int f() const { return g() + 1; }

int g() const { return i; }

};

int main() {

Forward frwd;

frwd.f();

} ///:~

Các hàm inline thường thấy chính là các cấu tử và các huỷ tử, trong thân các hàm này chúng ta hay thực hiện một số thao tác khởi tạo và dọn dẹp ẩn.

// hàm di chuyển tới vị trí mới

void Point::move(int new\_x, int new\_y){

x = new\_x;

y = new\_y;

}

// in tọa độ ra màn hình

void Point::print(){

cout << "X= " << x << ", Y= " << y << endl;

}

// kiểm tra xem có trùng với gốc tọa độ không (0,0)

bool Point::is\_zero(){

return (x == 0) && (y == 0); // if x=0 AND y=0 returns true

}

### 4.2.3. Đối tượng

Các lớp có thể được dùng để khai báo các biến giống như các kiểu dữ liệu cơ bản khác. Các biến này được gọi là các đối tượng. Cách thức khai báo đối tượng giống khai báo biến thông thường.

Cú pháp: Tên\_lớp đối\_tượng;

**Ví dụ:**

int main(){

Point point1, point2; // khai báo 2 đối tượng: point1 and point2

point1.move(100,50); // di chuyển tới điểm (100,50)

point1.print(); // in tọa độ ra màn hình

point1.move(20,65); // point1 di chuyển tới điểm (20,65)

point1.print(); // in tọa độ ra màn hình

if(point1.is\_zero()) // kiểm tra xem có trùng với gốc tọa độ không

cout << "point1 is now on zero point(0,0)" << endl;

else

cout << "point1 is NOT on zero point(0,0)" << endl;

point2.move(0,0); // point2 moves to (0,0)

if(point2.is\_zero()) // is point2 on (0,0)?

cout << "point2 is now on zero point(0,0)" << endl;

else

cout << "point2 is NOT on zero point(0,0)" << endl;

return 0;

}

Nhắc lại một số khái niệm và thuật ngữ:

Lớp: một lớp là kết quả của việc gom dữ liệu và các hàm. Khái niệm lớp rất giống với khái niệm cấu trúc được sử dụng trong C hay khái niệm bản ghi được sử dụng trong Pascal, nó là một kiểu dữ liệu được dùng để tạo ra các biến có thể được dùng trong một chương trình nào đó.

Đối tượng: Một đối tượng là một thể nghiệm của một lớp, điều này tương tự như đối với một biến được định nghĩa là một thể hiện của một kiểu dữ liệu, nó mang tính cụ thề và xác định.

Phương thức (Method) (member function) là một hàm được khai báo trong một lớp.

Thông điệp: đây là khái niệm tương đối giống với việc gọi tới một hàm tuy nhiên có sự khác nhau về cơ bản ở hai điểm sau đây:

Một thông điệp phải được gửi tới cho một đối tượng nào đó dù có thể là tường minh hay cụ thể gọi là receiver.

Hành động được thực hiện để đáp lại thông điệp được quyết định bởi receiver (đối tượng nhận thông điệp), các receiver có thể có các hành động khác nhau đối với cùng một thông điệp.

Ví dụ:

anObject.doSomething(….);

Nhiều người mới học C++ cho rằng hai khái niệm gọi hàm và gửi thông điệp trong các chương trình là giống nhau hoàn toàn.

Kết luận:

Sau phần này chúng ta cần chú ý các điểm sau:

Các chương trình được xây dựng theo kiểu hướng đối tượng bao gồm các đối tượng, và việc này thường được bắt đầu bằng việc xây dựng và thiết kế các lớp. Thay vì các lời gọi hàm trong một chương trình hướng đối tượng chúng ta thực hiện gửi các thông điệp tới cho các đối tượng để bảo chúng thực hiện một công việc nào đó.

**Ví dụ các con trỏ trỏ tới các đối tượng:**

int main(){

Point p;

Point \*pp1 = new Point; // cấp phát bộ nhớ cho 1 đối tượng, pp1 trỏ tới

Point \*pp2 = new Point; // cấp phát bộ nhớ cho 1 đối tượng, pp2 trỏ tới

pp1->move(50,50);

pp1->print();

pp2->move(100,150);

if(pp2->is\_zero()) cout << " Object pointed by pp2 is on zero." << endl;

else cout << " Object pointed by pp2 is NOT on zero." << endl;

delete pp1; // giải phóng bộ nhớ

delete pp2;

return 0;

}

**Ví dụ: Mảng các đối tượng (có thể là mảng tĩnh hoặc mảng động):**

int main(){

Point array[10]; // khai báo 1 mảng có 10 phần tử

array[0].move(15,40);

array[1].move(75,35);

for (int i= 0; i < 10; i++) array[i].print();

return 0;

}

### 4.2.4. Sử dụng các đối tượng trong vai trò là tham số của hàm

Các đối tượng nên được truyền và trả về theo kiểu tham chiếu trừ khi có các lý do đặc biệt đòi hỏi chúng ta phải truyền hoặc trả về chúng theo kiểu truyền biến và trả về theo kiểu giá trị. Việc truyền tham biến và giá trị của hàm đặc biệt không hiệu quả khi làm việc với các đối tượng. Chúng ta hãy nhớ lại đối tượng được truyền hoặc trả lại theo giá trị phải được copy vào stack và dữ liệu có thể rất lớn, và do đó có thể làm lãng phí bộ nhớ. Bản thân việc copy này cũng tốn thời gian. Nếu như lớp chứa một cấu tử copy thì trình biên dịch sẽ sử dụng hàm này để copy đối tượng vào stack.

Chúng ta nên truyền tham số theo kiểu tham chiếu vì chúng ta không muốn có các bản copy được tạo ra. Và để ngăn chặn việc hàm thành viên có thể vô tình làm thay đổi đối tượng ban đầu chúng ta sẽ khai báo tham số hình thức có kiểu là hằng tham chiếu (**const reference**).

Ví dụ:

ComplexT & ComplexT::add(constComplexT &z){

ComplexT result;

result.re = re + z.re; result.im = im + z.im;

return result; // Sai các biến cục bộ không thể trả về qua tham chiếu.

}

Ví dụ trên có thể sửa lại cho đúng như sau:

ComplexT ComplexT::add(constComplexT &z){

ComplexT result;

result.re = re + z.re; result.im = im + z.im;

return result; // Sai các biến cục bộ không thể trả về qua tham chiếu.

}

Tuy nhiên do có một đối tượng tạm thời được tạo ra như vậy các hàm huỷ tử và cấu tử sẽ được gọi đến. Để tránh việc tạo ra một đối tượng tạm thời (để tiết kiệm thời gian và bộ nhớ) người ta có thể làm như sau:

ComplexT ComplexT::add(constComplexT &z){

double re\_new, im\_new;

re\_new = re + z.re; im\_new = im + z.im;

return ComplexT(re\_new, im\_new);

}

Chỉ có đối tượng trả về trên stack là được tạo ra (là thứ luôn cần thiết khi trả về theo giá trị). Đây có thể là một cách tiếp cận tốt hơn: chúng ta sẽ tạo ra và hủy bỏ các phần tử dữ liệu riêng biệt, cách này sẽ nhanh hơn là tạo ra và hủy bỏ cả một đối tượng hoàn chỉnh.

### 4.2.5. Kiểm soát việc truy cập tới các biến và phương thức của lớp

Chúng ta có thể chia các lập trình viên thành hai nhóm: nhóm tạo các lớp (nhóm gồm những người tạo ra các kiểu dữ liệu mới) và các lập trình viên khách (các lập trình viên sử dụng các kiểu dữ liệu do nhóm thứ nhất tạo ra trong chương trình của họ).

Mục đích của nhóm thứ nhất là xây dựng một lớp bao gồm tất cả các thuộc tính và khả năng cần thiết. Lớp này sẽ cung cấp các hàm giao diện cần thiết, chỉ những gì cần thiết cho các lập trình viên sử dụng chúng và giữ bí mật các phần còn lại.

Mục đích của các lập trình viên khách là tập hợp một hộp công cụ với đầy các lớp để nhanh chóng sử dụng phát triển xây dựng chương trình ứng dụng của mình.

Lý do đầu tiên cho việc kiểm soát truy cập này là đảm bảo các lập trình viên khách không thể thò tay vào những phần mà họ không nên thò tay vào. Phần được ẩn đi là phần cần thiết cho cấu trúc bên trong của lớp và không phải là phần giao diện mà người dùng cần để giải quyết vấn đề của họ.

Lý do thứ hai là nếu như việc kiểm soát truy cập bị ẩn đi thì các lập trình viên khách không thể sử dụng nó, có nghĩa là người tạo ra các lớp có thể thay đổi các phần bị ẩn mà không cần phải lo lắng sẽ ảnh hưởng tới bất kỳ ai.

Sự bảo vệ này cũng ngăn chặn các thay đổi ngoài ý muốn đối với các trạng thái của các đối tượng.

Để phục vụ cho việc kiểm soát truy cập các thành viên của một lớp C++ cung cấp 3 nhãn: public, priavte và protected.

Các thành viên đứng sau một nhãn sẽ được gán nhãn đó cho tới khi nhãn mới xuất hiện.

Các thành viên được gán nhãn private (mặc định) chỉ có thể được truy cập tới bởi các thành viên khác của lớp.

Mục đích chính của các thành viên được gán nhãn public là cung cấp cho các client danh sách các dịch vụ mà lớp đó hỗ trợ hay cung cấp. Tập các thành viên này tạo nên phần giao diện công cộng của một lớp.

Chúng ta có thể thấy rõ qua lớp Point trong ví dụ ở phần đầu, việc truy cập vào biến thành viên chẳng hạn x là bất hợp lệ.

Các cấu trúc trong một chương trình C++ có chế độ truy cập mặc định là public.

Từ khóa protected có ý nghĩa giống hệt ý nghĩa của từ khóa private ngoại trừ một điều là các lớp kế thừa có thể truy cập vào các thành viên protected của lớp cơ sở mà nó kế thừa.

### 4.2.6. Con trỏ this

Mỗi đối tượng có không gian dữ liệu riêng của nó trong bộ nhớ của máy tính. Khi mỗi đối tượng được định nghĩa, phần bộ nhớ được khởi tạo chỉ dành cho phần lưu dữ liệu của đối tượng đó.

Mã của các hàm thành viên chỉ được tạo ra một lần. Các đối tượng của cùng một lớp sẽ sử dụng chung mã của các hàm thành viên.

move

x = 100

y = 50

print

x = 200

y = 300

isZero

Vậy làm thế nào để trình biên dịch có thể đảm bảo được rằng việc tham chiếu này là đúng đắn. Để đảm bảo điều này trình biên dịch duy trì một con trỏ được gọi là con trỏ this. Với mỗi đối tượng trình biên dịch đều sinh ra một con trỏ this gắn với nó. Khi một hàm thành viên được gọi đến, con trỏ this chứa địa chỉ của đối tượng sẽ được sử dụng và chính vì vậy các hàm thành viên sẽ truy cập tới đúng các thành phần dữ liệu của đối tượng thông qua địa chỉ của đối tượng. Chúng ta cũng có thể sử dụng con trỏ this này trong các chương trình một cách rõ ràng, ví dụ:

Point \*Point::far\_away(Point &p){

unsigned long x1 = x\*x;

unsigned long y1 = y\*y;

unsigned long x2 = p.x \* p.x;

unsigned long y2 = p.y \* p.y;

if ( (x1+y1) > (x2+y2) ) return **this**; // trả về địa chỉ của đối tượng

else return &p; // trả về đối tượng đang được tạo ra

}

### 4.2.7. Khai báo các lớp với các file header

Ví dụ:

File stack.h

#ifndef Stack\_H

#define Stack\_H

class Stack {

// LIFO objects

public:

Stack(int MaxStackSize = 10);

~Stack() {delete [] stack;}

bool IsEmpty() const {return top == -1;}

bool IsFull() const {return top == MaxTop;}

int top() const;

void push(const int & x);

int pop();

private:

int top; // chỉ số phần tử ở đỉnh

int MaxTop; // giá trị lớp nhất của biến top

int \*stack; // dữ liệu của stack

};

#endif

file stack.cpp:

Stack::Stack(int MaxStackSize)

{// cấu tử của lớp Stack

MaxTop = MaxStackSize - 1;

stack = new int[MaxStackSize];

top = -1;

}

int Stack::top() const

{// trả về phần tử ở đỉnh

if (IsEmpty()){

cout << “OutOfBounds”; // stack rỗng

return –1;

}

else return stack[top];

}

void Stack::push(const int& x)

{// Add x to stack.

if (IsFull()) {

cout << “NoMem”; // hết bộ nhớ

return;

}

stack[++top] = x;

}

int Stack::pop()

{// loại bỏ phần tử ở đỉnh

if (IsEmpty()){

cout << “OutOfBounds”; // delete fails

return –1;

}

}

Việc sử dụng các file header để khai báo các lớp và các hàm nhằm mục đích chính là tách biệt phần giao diện và phần cài đặt của các lớp, các hàm. Như chúng ta đã biết các chương trình hiện nay thường được viết theo nhóm làm việc. Trong nhóm mỗi người được giao viết một phần của chương trình và do đó cần dùng phần chương trình của người khác, và việc sử dụng các file header cũng là một phần giải pháp để đạt được điều đó. Khi một lập trình viên thay đổi các cài đặt bên dưới của một hàm hay một lớp nào đó thì việc thay đổi này không làm ảnh hưởng tới phần chương trình do người khác viết dựa trên các lớp và hàm mà anh ta đưa ra.

Cấu trúc của một file header thường có 3 chỉ thị tiền xử lý chính, chỉ thị đầu tiên là chỉ thị kiểm tra sự tồn tại của một cờ định danh, nó có tác dụng kiểm tra xem nội dung của file đã được include vào một file nào đó hay chưa, nếu rồi thì phần nội dung tiếp theo của file sẽ được bỏ qua. Chỉ thị thứ hai là chỉ thị định nghĩa, xác định một định danh dùng cho việc kiểm tra được thực hiện trong quá trình biên dịch.

Chỉ thị cuối cùng là chỉ thị kết thúc nội dung của file.

Nếu không có các chỉ thị này chúng ta sẽ gặp rắc rối to với vấn đề include các file header trong các chương trình.

Nếu muốn tìm hiểu kỹ hơn về các chỉ thị và cấu trúc của file header chúng ta có thể tham khảo nội dung các file haeder chuẩn được cung cấp với trình biên dịch.

Việc biên dịch chương trình đối với các chương trình sử dụng lớp Stack được thực hiện như sau:

Trong chương trình có sử dụng lớp Stack chúng ta cần include file header stack.h. Để thử xem có lỗi không nhấn tổ hợp phím ALT-C để kiểm tra các lỗi biên dịch. Việc dịch tiếp theo (phần build file .exe) có thể được thực hiện theo hai cách: cách thứ nhất là tạo một project và dịch như các chương trình chỉ có 1 file .cpp mà chúng ta đã biết; cách thứ hai là tạo một file .bat để thực hiện biên dịch, ví dụ với một chương trình gồm các file: main.cpp, stack.h, stack.cpp thì nội dung file build.bat sẽ có thể là:

tcc –c main.cpp

tcc –c stack.cpp

tcc –e<tên file.exe> main.obj stack.obj

Hoặc gọn hơn nữa là:

tcc –c \*.cpp

tcc –e<tên file.exe> \*.obj

del \*.obj

Hoặc chúng ta cũng có thể thực hiện trực tiếp các lệnh này trên dòng lệnh trong các cửa sổ giả lập DOS.

## 4.3. Cấu tử, hủy tử

### 4.3.1. Cấu tử

Như chúng ta đã biết các đối tượng trong mỗi chương trình C++ đều có hai loại thành viên: các dữ liệu thành viên và các hàm thành viên. Các hàm thành viên làm việc dựa trên hai loại dữ liệu: một loại được lấy từ bên ngoài thông qua việc gọi các thông điệp, loại kia chính là các dữ liệu bên trong thuộc về mỗi đối tượng và muốn sử dụng các dữ liệu bên trong này thông thường chúng ta cần phải thực hiện một thao tác gọi là khởi tạo đối với chúng. Việc này có thể được thực hiện bằng cách viết một hàm public riêng biệt và sau đó người dùng có thể gọi chúng nhưng điều này sẽ phá vỡ các qui tắc về sự tách biệt giữa các lập trình viên tạo ra các lớp và những người dùng chúng hay nói một cách khác đây là một công việc quan trọng không thể giao cho các lập trình viên thuộc loại client đảm nhiệm.

C++ cung cấp một loại hàm đặc biệt cho phép chúng ta thực hiện điều này, các hàm đó được gọi là các hàm cấu tử (constructor). Nếu như lớp có một hàm cấu tử trình biên dịch sẽ tự động gọi tới nó khi một đối tượng nào đó của lớp được tạo ra, trước khi các lập trình viên client có thể sử dụng chúng. Việc gọi tới các cấu tử này không phụ thuộc vào việc sử dụng hay khai báo các đối tượng, nó được thực hiện bởi trình biên dịch vào thời điểm mà đối tượng được tạo ra.

Các hàm cấu tử này thường thực hiện các thao tác gán các giá trị khởi tạo cho các biến thành viên, mở các file input, thiết lập các kết nối tới các máy tính khác trên mạng…

Hàm tạo: là một phương thức của lớp dùng để tạo dựng một đối tượng mới. Chương trình dịch sẽ cấp phát bộ nhớ cho đối tượng, sau đó sẽ gọi đến hàm tạo. Hàm tạo sẽ gán giá trị cho các thuộc tính của đối tượng và có thể thực hiện một số công việc khác nhằm chuẩn bị cho đối tượng mới.

Tên của các hàm cấu tử là tên của lớp, chúng buộc phải là các hàm public, vì nếu không trình biên dịch sẽ không thể gọi tới chúng. Các hàm cấu tử có thể có các tham số nếu cần thiết nhưng nó không trả về bất cứ giá trị nào và cũng không phải là hàm kiểu void.

Dựa vào các tham số đối với một cấu tử người ta chia chúng ra thành một số loại hàm cấu tử:

**Cấu tử mặc định (default constructor)**

Cấu tử mặc định là cấu tử mà mọi tham số đều là mặc định hoặc không có tham số, cấu tử mặc định có thể được gọi mà không cần bất kỳ tham số nào.

Ví dụ:

#include <iostream>

class Point{ // Khai báo lớp Point

int x,y; // Properties: x and y coordinates

public:

Point(); // Declaration of the default constructor

bool move(int, int); // A function to move points

void print(); // to print coordinates on the screen

};

Point::Point(){

cout << "Constructor is called..." << endl;

x = 0; // Assigns zero to coordinates

y = 0;

}

bool Point::move(int new\_x, int new\_y){

if (new\_x >=0 && new\_y>=0){

x = new\_x; // assigns new value to x coordinat

y = new\_y; // assigns new value to y coordinat

return true;

}

return false;

}

void Point::print(){ cout << "X= " << x << ", Y= " << y << endl; }

int main(){

Point p1,p2; // Default construct is called 2 times

Point \*pp = new Point; // Default construct is called once

p1.print(); // p1's coordinates to the screen

p2.print(); // p2's coordinates to the screen

pp->print(); // Coordinates of the object pointed by pp to the screen

return 0;

}

**Cấu tử có tham số**

Giống như các hàm thành viên, các cấu tử cũng có thể có các tham số, khi sử các lớp với các cấu tử có tham số các lập trình viên cần cung cấp các tham số cần thiết.

Ví dụ:

class Point{ // Declaration Point Class

int x,y; // Properties: x and y coordinates

public:

Point(int, int); // Declaration of the constructor

bool move(int, int); // A function to move points

void print(); // to print cordinates on the screen

};

Point::Point(int x\_first, int y\_first){

cout << "Constructor is called..." << endl;

if ( x\_first < 0 ) // If the given value is negative

x = 0; // Assigns zero to x

else

x = x\_first;

if ( y\_first < 0 ) // If the given value is negative

y = 0; // Assigns zero to x

else

y = y\_first;

}

Cấu tử Point(int, int) có nghĩa là chúng ta cần có hai tham số kiểu int khi khai báo một đối tượng của lớp Point. Ví dụ:

Point p1(20,100), p2(-10,45); // Constructor is called 2 times

Point \*pp = new Point(10,50); // Constructor is called once

**Cấu tử với các tham số có giá trị mặc định**

Giống như các hàm khác, các tham số của các cấu tử cũng có thể có các giá trị mặc định:

Point::Point(int x\_first=0, int y\_first=0){

cout << "Constructor is called..." << endl;

if ( x\_first < 0 ) // If the given value is negative

x = 0; // Assigns zero to x

else

x = x\_first;

if ( y\_first < 0 ) // If the given value is negative

y = 0; // Assigns zero to x

else

y = y\_first;

}

Khi đó chúng ta có thể thực hiện khai báo các đối tượng của lớp Point như sau:

Point p1(19, 20); // x = 19, y = 20

Point p1(19); // x = 19, y = 0

Và hàm cấu tử trong đó tất cả các tham số đều có thể nhận các giá trị mặc định có thể được sử dụng như một cấu tử mặc định:

Point p3; // x = 0, y = 0

**Chồng hàm cấu tử**

Một lớp có thể có nhiều cấu tử khác nhau bằng cách chồng hàm cấu tử:

class Point{

public:

Point(); // Cấu tử mặc định

Point(int, int); // Cấu tử có tham số

};

**Khởi tạo mảng các đối tượng**

Khi một mảng các đối tượng được tạo ra, cấu tử mặc định của lớp sẽ được gọi đối với mỗi phần tử (là một đối tượng) của mảng. Ví dụ:

Point a[10]; // Cấu tử mặc định sẽ được gọi tới 10 lần

**Cần chú ý là nếu lớp Point không có cấu tử mặc định thì khai báo như trên sẽ là sai.**

Chúng ta cũng có thể gọi tới các cấu tử có tham số của lớp bằng cách sử dụng một danh sách các giá trị khởi tạo, ví dụ:

Point::Point(int x, int y=0);

Point a[] = {{20}, {30}, Point(20,40)}; // mảng có 3 phần tử

Nếu như lớp Point có thêm một cấu tử mặc định chúng ta cũng có thể khai báo như sau:

Point a[5] = {{20}, {30}, Point(20,40)}; // Mảng có 5 phần tử

**Khởi tạo dữ liệu với các cấu tử**

Các hàm cấu tử có thể thực hiện khởi tạo các thành phần dữ liệu trong thân hàm hoặc bằng một cơ chế khác, cơ chế này đặc biệt được sử dụng khi khởi tạo các thành phần là hằng số. Ví dụ:

Chúng ta xem xét lớp sau đây:

class C{

**const** int ci;

int x;

public:

C(){

x = 0; // đúng vì x không phải là hằng mà là biến

ci = 0; // Sai vì ci là một hằng số

}

};

Thậm chí ví dụ sau đây cũng không đúng:

class C{

**const** int ci = 0;

int x;

};

và giải pháp của chúng ta là sử dụng cơ chế khởi tạo (constructor initializer) của cấu tử:

class C{

**const** int ci;

int x;

public:

C():ci(0){

x = 0;

}

};

Cơ chế này cũng có thể được sử dụng để khởi tạo các thành phần không phải là hằng của lớp:

class C{

**const** int ci;

int x;

public:

C():ci(0),x(0){}

};

### 4.3.2. Cấu tử copy

Cấu tử copy là một cấu tử đặc biệt và nó được dùng để copy nội dung của một đối tượng sang một đối tượng mới trong quá trình xây dựng đối tượng mới đó.

Tham số input của nó là một tham chiếu tới các đối tượng cùng kiểu. Nó nhận tham số như là một tham chiếu tới đối tượng sẽ được copy sang đối tượng mới.

Cấu tử copy thường được tự động sinh ra bởi trình biên dịch nếu như tác giả không định nghĩa cho tác phẩm tương ứng.

Nếu như trình biên dịch sinh ra nó, cấu tử copy sẽ làm việc theo kiểu học máy, nó sẽ copy từng byte từng byte một. Đối với các lớp đơn giản không có biến con trỏ thì điều này là đủ, nhưng nếu có một con trỏ là thành viên của lớp thì việc copy theo kiểu học máy này (byte by byte) sẽ làm cho cả hai đối tượng (mới và cũ) cùng trỏ vào một địa chỉ. Do đó khi chúng ta thay đổi đối tượng mới sẽ làm ảnh hưởng tới đối tượng cũ và ngược lại. Đây không phải là điều chúng ta muốn, điều chúng ta muốn là thay vì copy địa chỉ con trỏ cấu tử copy sẽ copy nội dung mà biến con trỏ trỏ tới và để đạt được điều đó chúng ta buộc phải tự xây dựng cấu tử copy đối với các lớp có các thàn viên là biến con trỏ.

Ví dụ:

#include <iostream>

#include <string.h>

class String{

int size;

char \*contents;

public:

String(const char \*); // Constructor

String(const String &); // Copy Constructor

void print(); // Prints the string on the screen

~String(); // Destructor

};

// Constructor

// copies the input character array to the contents of the string

String::String(const char \*in\_data){

cout<< "Constructor has been invoked" << endl;

size = strlen(in\_data);

contents = new char[size +1]; // +1 for null character

strcpy(contents, in\_data); // input\_data is copied to the contents

}

// Copy Constructor

String::String(const String &object\_in) {

cout<< "Copy Constructor has been invoked" << endl;

size = object\_in.size;

contents = new char[size + 1]; // +1 for null character

strcpy(contents, object\_in.contents);

}

void String::print(){

cout<< contents << " " << size << endl;

}

// Destructor

// Memory pointed by contents is given back to the heap

String::~String(){

cout << "Destructor has been invoked" << endl;

delete[] contents;

}

//------- Main Function -------

int main(){

String my\_string("string 1");

my\_string.print();

String other = my\_string; // Copy constructor is invoked

String more(my\_string); // Copy constructor is invoked

other.print();

more.print();

return 0;

}

### 4.3.3. Hủy tử

Ý tưởng và khái niệm về huỷ tử rất giống với cấu tử ngoại trừ việc huỷ tử được tự động gọi đến khi một đối tượng không được sử dụng nữa (out of scope) (thường là các đối tượng cục bộ) hoặc một đối tượng động (sinh ra bởi việc sử dụng toán tử new) bị xóa khỏi bộ nhớ bằng toán tử delete.

Trái ngược với các hàm cấu tử các hàm hủy tử thường được gọi đến nhằm mục đích giải phóng vùng nhớ đang bị một đối tượng nào đó sử dụng, ngắt các kết nối, đóng các file hay ví dụ trong các chương trình đồ họa là xóa những gì mà đối tượng đã vẽ ra trên màn hình.

Hàm hủy: là một pt của lớp, có chức năng ngược với hàm tạo. Hàm hủy được gọi trước khi giải phóng (xóa bỏ) đối tượng khỏi bộ nhớ. Việc gọi hàm hủy nhằm thực hiện một số công việc có tính “dọn dẹp” trước khi đối tượng được hủy bỏ.

Huỷ tử của một lớp cũng có tên trùng với tên lớp nhưng thêm một ký tự “~” đứng trước tên lớp. Một hàm huỷ tử không có kiểu trả về (không phải là hàm kiểu void) và không nhận tham số, điều này có nghĩa là mỗi lớp chỉ có một hủy tử khác với cấu tử.

Ví dụ:

class String{

int size;

char \*contents;

public:

String(const char \*); // Constructor

void print(); // A member function

~String(); // Destructor

};

Thực tế thư việc chuẩn của C++ có xây dựng một lớp string. Các lập trình viên không cần xây dựng lớp string riêng cho mình. Chúng ta xây dựng lớp String trong ví dụ trên chỉ để minh họa cho khái niệm về hàm hủy tử.

String::String(const char \*in\_data){

cout<< "Constructor has been invoked" << endl;

size = strlen(in\_data);

contents = new char[size +1]; // +1 for null character

strcpy(contents, in\_data); // input\_data is copied to the contents

}

void String::print(){

cout<< contents << " " << size << endl;

}

// Destructor

// Memory pointed by contents is given back to the heap

String::~String(){

cout << "Destructor has been invoked" << endl;

delete[] contents;

}

//------- Main Function -------

int main(){

cout << "--------- Start of Blok 1 ------" << endl;

String string1("string 1");

String string2("string 2");

{

cout << "--------- Start of Blok 2 ------" << endl;

string1.print(); string2.print(); String string3("string 3");

cout << "--------- End of Blok 2 ------" << endl;

}

cout << "--------- End of Blok 1 ------" << endl;

return 0;

}

Ví dụ:

// Listing 11.13

// Linked list simple implementation

#include <iostream>

// object to add to list

class CAT{

public:

CAT() { itsAge = 1;}

CAT(int age):itsAge(age){}

~CAT(){};

int GetAge() const { return itsAge; }

private:

int itsAge;

};

// manages list, orders by cat's age!

class Node{

public:

Node (CAT\*);

~Node();

void SetNext(Node \* node) { itsNext = node; }

Node \* GetNext() const { return itsNext; }

CAT \* GetCat() const { return itsCat; }

void Insert(Node \*);

void Display();

private:

CAT \*itsCat;

Node \* itsNext;

};

Node::Node(CAT\* pCat):itsCat(pCat),itsNext(0){}

Node::~Node(){

cout << "Deleting node...\n";

delete itsCat;

itsCat = 0;

delete itsNext;

itsNext = 0;

}

// \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

void Node::Insert(Node\* newNode){

if (!itsNext)

itsNext = newNode;

else {

int NextCatsAge = itsNext->GetCat()->GetAge();

int NewAge = newNode->GetCat()->GetAge();

int ThisNodeAge = itsCat->GetAge();

if ( NewAge >= ThisNodeAge && NewAge < NextCatsAge ) {

newNode->SetNext(itsNext);

itsNext = newNode;

}

else itsNext->Insert(newNode);

}

}

void Node::Display(){

if (itsCat->GetAge() > 0) {

cout << "My cat is "; cout << itsCat->GetAge() << " years old\n";

}

if (itsNext) itsNext->Display();

}

int main(){

Node \*pNode = 0;

CAT \* pCat = new CAT(0);

int age;

Node \*pHead = new Node(pCat);

while (1) {

cout << "New Cat's age? (0 to quit): "; cin >> age;

if (!age) break;

pCat = new CAT(age);

pNode = new Node(pCat);

pHead->Insert(pNode);

}

pHead->Display();

delete pHead;

cout << "Exiting...\n\n";

return 0;

}

## 4.4. Thành phần tĩnh, các hàm bạn và các lớp bạn

### 4.4.1. Các hàm bạn và các lớp bạn

Một hàm hoặc một thực thể lớp có thể được khai báo là một bạn bè của một lớp khác.

Một bạn bè của một lớp có quyền truy cập vào tất cả các thành viên (private, protected, public) của lớp. Ví dụ:

class A{

friend class B;

priavte:

int i;

float f;

public:

void fonk1(char \*c);

};

class B{

int j;

public:

void fonk2(A &s){ cout << s.i;} // lớp B có thể truy cập tới mọi thành

// viên của A nhưng ngược lại thì không thể vì A không là bạn của B

};

Một hàm bạn có quyền truy cập vào tất cả các thành viên của lớp:

class Point{

friend void zero(Point &);

int x, y;

public:

bool move(int x, int y);

void print();

bool is\_zero();

};

void zero(Point & p){

p.x = p.y = 0;

}

Hoặc chúng ta cũng có thể khai báo một hàm thành viên của một lớp nào đó là hàm bạn của một lớp:

class X;

class Y {

void f(X\*);

};

class X { // Definition

private:

int i;

public:

void initialize();

friend void g(X\*, int); // hàm bạn toàn cục

friend void Y::f(X\*); // hàm bạn của lớp khác

friend void h();

};

Trong ví dụ này chúng ta thấy lớp Y có một hàm thành viên f(), hàm này sẽ làm việc với một đối tượng thuộc lớp X. Điều này hơi phức tạp vì trình biên dịch C++ yêu cầu tất cả mọi thứ đều phải được khai báo trước khi chúng ta tham chiếu tới chúng, vì thế lớp Y phải khai báo thành viên của nó là hàm Y::f(X \*) trước khi có thể khai báo hàm này là một hàm bạn của lớp X. Nhưng hàm Y::f(X \*) có truy cập tới đối tượng thuộc lớp X vì thế nên lớp X cũng phải được khai báo trước đó.

Điều này khá nan giải, tuy nhiên chúng ta chú ý tới hàm f(), tham số truyền vào cho hàm là một biến con trỏ có nghĩa là chúng ta sẽ truyền một địa chỉ và thật may mắn là trình biên dịch luôn biết cách làm việc với các biến địa chỉ dù cho đó là địa chỉ của một đối tượng thuộc kiểu gì chăng nữa dù cho nó không biết chính xác về định nghĩa hay đơn giản là kích thước của kiểu đó. Điều này cũng có nghĩa là nếu hàm thành viên chúng ta cần khai báo lớp X một cách đầy đủ trước khi muốn khai báo một hàm chẳng hạn như Y::g(X).

Bằng cách truyền theo địa chỉ trình biên dịch cho phép chúng ta thực hiện một đặc tả kiểu không hoàn chỉnh (incomplete type specification) về lớp X trước khi khai báo Y::f(X \*). Điều này được thực hiện bằng cách khai báo:

class X;

Khai báo này đơn giản báo cho trình biên dịch biết là có một lớp có tên là X, và vì thế việc tham chiếu tới lớp đó sẽ là hợp lệ miễn là việc tham chiếu đó không đòi hỏi nhiều hơn 1 cái tên.

Một điều nữa mà chúng ta cần chú ý là trong trường hợp khai báo các lớp lồng nhau, lớp ngoài cũng không có quyền truy cập vào các thành phần private của lớp trong, để đạt được điều này chúng ta cũng cần thực hiện tương tự như trên, ví dụ:

#include <iostream>

#include <string.h> // memset()

const int sz = 20;

class Holder {

private:

int a[sz];

public:

void initialize();

class Pointer;

friend Pointer;

class Pointer {

private:

Holder\* h;

int\* p;

public:

void initialize(Holder\* h);

// Move around in the array:

void next();

void previous();

void top();

void end();

// Access values:

int read();

void set(int i);

};

};

void Holder::initialize() {

memset(a, 0, sz \* sizeof(int));

}

void Holder::Pointer::initialize(Holder\* rv) {

h = rv;

p = rv->a;

}

void Holder::Pointer::next() {

if(p < &(h->a[sz - 1])) p++;

}

void Holder::Pointer::previous() {

if(p > &(h->a[0])) p--;

}

void Holder::Pointer::top() {

p = &(h->a[0]);

}

void Holder::Pointer::end() {

p = &(h->a[sz - 1]);

}

int Holder::Pointer::read() {

return \*p;

}

void Holder::Pointer::set(int i) {

\*p = i;

}

int main() {

Holder h;

Holder::Pointer hp, hp2;

int i;

h.initialize();

hp.initialize(&h);

hp2.initialize(&h);

for(i = 0; i < sz; i++) { hp.set(i); p.next();}

hp.top();

hp2.end();

for(i = 0; i < sz; i++) {cout << "hp = " << hp.read()<< ", hp2 = " << hp2.read() << endl;

hp.next();

hp2.previous();

}

}

Các hàm friend không phải là thành viên của lớp nhưng chúng buộc phải xuất hiện trong khai báo lớp và do đó tất cả mọi người đều biết đó là một hàm ưu tiên và điều này thực sự là không an toàn. Bản thân C++ không phải là một ngôn ngữ hướng đội tượng hoàn toàn và việc sử dụng các lớp và hàm friend là nhằm giải quyết các vấn đề thực tế đồng thời cũng làm cho tính hướng đối tượng của ngôn ngữ giảm đi đáng kể.

### 4.4.2. Các thành viên tĩnh của lớp

Thông thường mỗi đối tượng của một lớp đều có một bản copy riêng tất cả các thành viên dữ liệu của lớp. Trong các trường hợp cụ thể đôi khi chúng ta muốn là tất cả các đối tượng của lớp sẽ chia sẻ cùng một thành viên dữ liệu nào đó. Và đó chính là lý do tồn tại của các thành viên dữ liệu tĩnh hay còn gọi là biến của lớp.

![](data:image/png;base64,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)

class A{ char c; static int i;};

int main(){

…

A p, q, r;

…

}

Các thành viên tĩnh tồn tại ngay cả khi không có đối tượng nào của lớp được tạo ra trong chương trình. Chúng cũng có thể là các thành phần public hoặc private.

Để truy cập vào các thành phần dữ liệu tĩnh **public** của một lớp khi không có đối tượng nào của lớp tồn tại chúng ta sẽ sử dụng tên lớp và toán tử “::”, ví dụ: A::i = 5;

Để truy cập vào các thành phần dữ liệu tĩnh **private** của một lớp khi không có đối tượng nào của lớp tồn tại, chúng ta cần có một hàm thành viên tĩnh **public**.

Các biến tĩnh bắt buộc phải được khởi tạo một lần (và chỉ một lần) trước khi chúng được sử dụng.

#include <iostream>

class A{

char c;

static int number; // Number of created objects (static data)

public:

static void setNum(){number=0;} // Static function to initialize number

A(){number++; cout<< "\n"<< "Constructor "<< number;} //Constructor

~A(){number--; cout<< "\n"<< "Destructor "<< number;} //Destructor

};

int A::number; // Allocating memory for number

**// Chú ý nếu không có đoạn này chương trình sẽ báo lỗi**

// ----- Main function -----

int main(){

cout<<"\n Entering 1. BLOCK............";

A::setNum(); // The static function is called

A a,b,c;

{

cout<<"\n Entering 2. BLOCK............";

A d,e;

cout<<"\n Exiting 2. BLOCK............";

}

cout<<"\n Exiting 1. BLOCK............";

return 0;

}

### 4.4.3 Đối tượng hằng và các hàm thành viên hằng

Chúng ta có thể sử dụng từ khóa const để chỉ ra rằng một đối tượng là không thể thay đổi (not modifiable) hay là đối tượng hằng. Tất cả các cố gắng nhằm thay đổi nội dung của các đối tượng hằng đều gây ra các lỗi. Ví dụ:

const ComplexT cz(0,1);

C++ hoàn toàn ngăn cấm việc gọi tới các hàm thành viên của các đối tượng hằng trừ khi các hàm thành viên đó là các hàm hằng, có nghĩa là các hàm không thay đổi các thành phần bên trong của đối tượng.

Để khai báo một hàm như vậy chúng ta cũng sử dụng từ khóa const:

Ví dụ:

class Point{ // Declaration Point Class

int x,y; // Properties: x and y coordinates

public:

Point(int, int); // Declaration of the constructor

bool move(int, int); // A function to move points

void print() const; // constant function: prints coordinates on the screen

};

Khi đó chúng ta có thể khai báo các đối tượng hằng của lớp Point và gọi tới hàm print của nó.

## 4.5. Chồng toán tử

Chúng ta đã biết rằng có thể thực hiện chồng hàm, bản thân các toán tử cũng là các hàm và vì thế nên hoàn toàn có thể thực hiện chồng các toán tử (hay các hàm toán tử) chẳng hạn như các toán tử +, -, \*, >= hay ==, khi đó chúng sẽ gọi tới các hàm khác nhau tùy thuộc vào các toán hạng của chúng. Ví dụ với toán tử +, biểu thức a + b sẽ gọi tới một hàm cộng hai số nguyên nếu a và b thuộc kiểu int nhưng sẽ gọi tới một hàm khác nếu chúng là các đối tượng của một lớp nào đó mà chúng ta mới tạo ra.

Chồng toán tử (operator overloading) là một đặc điểm thuận tiện khác của C++ làm cho các chương trình dễ viết hơn và cũng dễ hiểu hơn.

Thực chất chồng toán tử không thêm bất cứ một khả năng mới nào vào C++. Tất cả những gì chúng ta có thể thực hiện với một toán tử chồng đều có thể thực hiện được với một hàm nào đó. Tuy nhiên việc chồng các toán tử làm cho chương trình dễ viết, dễ đọc và dễ bảo trì hơn.

Chồng toán tử là cách duy nhất để gọi một nào đó hàm theo cách khác với cách thông thường. Xem xét theo khía cạnh này chúng ta không có bất cứ lý do nào để thực hiện chồng một toán tử nào đó trừ khi nó làm cho việc cài đặt các lớp trong chương trình dễ dàng hơn và đặc biệt là dễ đọc hơn (lý do này quan trọng hơn cả).

Các hạn chế của chồng toán tử

Hạn chế thứ nhất là chúng ta không thể thực hiện cài đặt các toán tử không có trong C++. Chẳng hạn không thể cài hàm toán tử \*\* để thực hiện lấy luỹ thừa. **Chúng ta chỉ có thể thực hiện chồng các toán tử thuộc loại built-in của C++**.

Thậm chí một số các toán tử sau đây: toán tử dấu chấm (.), toán tử phân giải tầm hoạt động (::), toán tử điều kiện (?:), toán tử sizeof cũng không thể overload.

Các toán tử của C++ có thể chia thành hai loại là toán tử một ngôi và toán tử hai ngôi. Và nếu một toán tử thuộc kiểu binary thì toán tử được chồng của nó cũng là toán tử hai ngôi và tương tự đối với toán tử một ngôi. Độ ưu tiên của toán tử cũng như số lượng hay cú pháp của các toán hạng là không đổi đối với hàm chồng toán tử. Ví dụ như toán tử \* bao giờ cũng có độ ưu tiên cao hơn toán tử +. Tất cả các toán tử được sử dụng trong biểu thức chỉ nhận các kiểu dữ liệu built-in không thể thay đổi. Chẳng hạn chúng ta không bao giờ chồng toán tử + để biểu thức a = 3 + 5 hay 1<< 4 có ý nghĩa khác đi.

Ít nhất thì một toán hạng phải thuộc kiểu dữ liệu người dùng định nghĩa (lớp).

Ví dụ:

class ComplexT{

double re,im;

public:

ComplexT(double re\_in=0,double im\_in=1); // Constructor

ComplexT operator+(const ComplexT & ) const; // Function of operator +

void print() const;

};

ComplexT ComplexT::operator+(const ComplexT &c) const

{

double re\_new, im\_new;

re\_new=re+c.re;

im\_new=im+c.im;

return ComplexT(re\_new,im\_new);

}

int main()

{

ComplexT z1(1,1),z2(2,2),z3;

z3=z1+z2; // like z3 = z1.operator+(z2);

z3.print();

return 0;

}

**Chồng toán tử gán (=)**

Việc gán một đối tượng này cho một đối tượng khác cùng kiểu (cùng thuộc một lớp) là một công việc mà hầu hết mọi người (các lập trình viên) đều mong muốn là có thể thực hiện một cách dễ dàng nên trình biên dịch sẽ tự động sinh ra một hàm để thực hiện điều này đối với mỗi lớp được người dùng tạo ra nếu họ không có ý định cài đặt hàm đó:

type::operator(const type &);

Hàm này thực hiện theo cơ chế gán thành phần, có nghĩa là nó sẽ thực hiện gán từng biến thành viên của đối tượng này cho một đối tượng khác có cùng kiểu (cùng lớp). Nếu như đối với các lớp không có gì đặc biệt, thao tác này là đủ thì chúng ta cũng không cần thiết phải thực hiện cài đặt hàm toán tử này, chẳng hạn việc cài đặt hàm toán tử gán đối với lớp ComplexT là không cần thiết:

void ComplexT::operator=(const ComplexT & z){

re = z.re;

im = z.im;

}

Nói chung thì chúng ta thường có xu hướng tự cài đặt lấy hàm toán tử gán đối với các lớp được sử dụng trong chương trình và đặc biệt là với các lớp tinh vi hơn chẳng hạn:

class String{

int size;

char \*contents;

public:

String(); //default constructor

String(const char \*); // constructor

String(const String &); // copy constructor

const String& operator=(const String &); // assignment operator

void print() const ;

~String(); // Destructor

}

Chú ý là trong trường hợp trên hàm toán tử = có kiểu là void do đó chúng ta không thể thực hiện các phép gán nối tiếp nhau kiểu như (a = b = c;).

const String& String::operator=(const String &in\_object) {

cout<< "Assignment operator has been invoked" << endl;

size = in\_object.size;

delete[] contents; // delete old contents

contents = new char[size+1];

strcpy(contents, in\_object.contents);

return \*this; // returns a reference to the object

}

Sự khác biệt giữa hàm toán tử gán và cấu tử copy là ở chỗ cấu tử copy sẽ thực sự tạo ra một đối tượng mới trước khi copy dữ liệu sang cho nó còn hàm toán tử gán thì chỉ thực hiện việc copy dữ liệu sang cho một đối tượng có sẵn.

Chồng toán tử chỉ số []

Các qui luật chung chúng ta đã trình bày được áp dụng đối với mọi toán tử. Vì thế chúng ta không cần thiết phải bàn luận về từng loại toán tử. Tuy nhiên chúng ta sẽ khảo sát một vài toán tử được người ta cho là thú vị. Và một trong các toán tử đó chính là toán tử chỉ số.

Toán tử này có thể được khai báo theo hai cách như sau:

class C{

returntype & operator [](paramtype);

hoặc:

const returntype & operator[](paramtype)const;

};

Cách khai báo thứ nhất được sử dụng khi việc chồng toán tử chỉ số làm thay đổi thuộc tính của đối tượng. Cách khai báo thứ hai được sử dụng đối với một đối tượng hằng; trong trường hợp này, toán tử chỉ số được chồng có thể truy cập nhưng không thể làm thay đổi các thuộc tính của đối tượng.

Nếu c là một đối tượng của lớp C, biểu thức

c[i]

sẽ được dịch thành

c.operator[](i)

Ví dụ: chúng ta sẽ cài đặc hàm chồng toán tử chỉ số cho lớp String. Toán tử sẽ được sử dụng để truy cập vào ký tự thứ i của xâu. Nếu i nhỏ hơn 0 và lớn hơn độ dài của xâu thì ký tự đầu tiên và cuối cùng sẽ được truy cập.

char & String::operator[](int i) {

if(i < 0) return contents[0]; // return first character

if(i >= size) return contents[size-1]; // return last character

return contents[i]; // return i th character

}

**Chồng toán tử gọi hàm ()**

Toán tử gọi hàm là duy nhất, nó duy nhất ở chỗ cho phép có bất kỳ một số lượng tham số nào.

class C{ returntype operator()(paramtypes); };

Nếu c là một đối tượng của lớp C, biểu thức

c(i,j,k)

sẽ được thông dịch thành:

c.operator()(i,j,k);

Ví dụ toán tử gọi hàm được chồng để in ra các số phức ra màn hình. Trong ví dụ này toán tử gọi hàm không nhận bất cứ một tham số nào.

void ComplexT::operator()()const{ cout << re << “, “ << im << endl;}

Ví dụ: toán tử gọi hàm được chồng để copy một phần nội dung của một xâu tới một vị trí bộ nhớ xác định.

Trong ví dụ này toán tử gọi hàm nhận hai tham số: địa chỉ của bộ nhớ đích và số lượng ký tự cần sao chụp.

void String::operator()(char \* dest, int num) const{

// numbers of characters to be copied may not exceed the size

if (num>size) num=size;

for (int k=0; k< num; k++) dest[k]=contents[k];

}

int main(){

String s1("Example Program");

char \*c=new char[8]; // Destination memory

s1(c,7); // Function call operator is invoked

c[7]='\0'; // End of String (null)

cout << c << endl;

delete[] c;

return 0;

}

Chồng các toán tử một ngôi

Các toán tử một ngôi chỉ nhận một toán hạng để làm việc, một vài ví dụ điển hình về chúng chẳng hạn như: ++, --, - và !.

Các toán tử một ngôi không nhận tham số, chúng thao tác trên chính đối tượng gọi tới chúng. Thông thường toán tử này xuất hiện bên trái của đối tượng chẳng hạn như –obj, ++obj…

Ví dụ: Chúng ta định nghĩa toán tử ++ cho lớp ComplexT để tăng phần thực của số phức lên 1 đơn vị 0,1.

void ComplexT::operator++(){ re = re + 0.1;}

int main(){ ComplexT z(0.2, 1); ++z; }

Để có thể thực hiện gán giá trị được tăng lên cho một đối tượng mới, hàm toán tử cần trả về một tham chiếu tới một đối tượng nào đó:

const ComplexT & ComplexT::operator++(){

re = re + 0.1;

return this;

}

int main(){ ComplexT z(0.2, 1), z1; z1 = ++z; }

Chúng ta nhớ lại rằng các toán tử ++ và - - có hai dạng sử dụng theo kiểu đứng trước và đứng sau toán hạng và chúng có các ý nghĩa khác nhau. Việc khai báo như trong hai ví dụ trên sẽ chồng toán tử ở dạng đứng trước toán hạng. Các khai báo có dạng operator(int) sẽ chồng dạng đứng sau của toán tử.

ComplexT ComplexT::operator++(int) {

ComplexT temp;

temp=\*this; // saves old value

re=re+0.1;

return temp; // return old value

}

**Lớp String:**

enum bool{true = 1, false = 0};

class String{

int size;

char \*contents;

public:

String(); //default constructor

String(const char \*); // constructor

String(const String &); // copy constructor

const String& operator=(const String &); // assignment operator

bool operator==(const String &); // assignment operator

bool operator!=(const String &rhs){return !(\*this==rhs);}; // assignment operator

void print() const ;

~String(); // Destructor

friend ostream & operator <<(ostream &, const String &);

};

// Creates an empty string (only NULL character)

String::String(){

size = 0;

contents = new char[1];

strcpy(contents, "");

}

String::String(const char \*in\_data){

size = strlen(in\_data); // Size of input data

contents = new char[size + 1]; // allocate mem. for the string, +1 is for NULL

strcpy(contents, in\_data);

}

String::String(const String &in\_object){

size = in\_object.size;

contents = new char[size+1];

strcpy(contents, in\_object.contents);

}

// Assignment operator

const String& String::operator=(const String &in\_object){

size = in\_object.size;

delete[] contents; // delete old contents

contents = new char[size+1];

strcpy(contents, in\_object.contents);

return \*this; // returns a reference to the object

}

bool String::operator==(const String &rhs){

if(size == rhs.size){

for(int i=0;i<=size&&(contents[i]==rhs.contents[i]);i++);

if(i>size)return true;

}

return false;

}

// This method prints strings on the screen

void String::print() const{ cout<< contents << " " << size << endl; }

//Destructor

String::~String(){ delete[] contents; }

ostream & operator <<(ostream & out, const String & rhs){ out << rhs.contents; return out; }

## Bài tập

1. Xây dựng lớp sinh viên

2. Xây dựng lớp nhân viên

3. Xây dựng lớp môn học

4. Xây dựng lớp mặt hàng

5. Xây dựng lớp sinh viên với các toán tử >>, << để nhập, xuất thông tin

6. Xây dựng lớp phân số với các toán tử >>, << để nhập, xuất thông tin. Các toán tử +, -, \*, / hai phân số.

**CHƯƠNG 5. THỪA KẾ.**

Kế thừa là một cách trong lập trình hướng đối tượng để có thể thực hiện được khả năng “sử dụng lại mã chương trình”. Sử dụng lại mã chương trình có nghĩa là dùng một lớp sẵn có trong một khung cảnh chương trình khác. Bằng cách sử dụng lại các lớp chúng ta có thể làm giảm thời gian và công sức cần thiết để phát triển một chương trình đồng thời làm cho chương trình phần mềm có khả năng và qui mô lớn hơn cũng như tính tin cậy cao hơn.

## 5.1. Lớp cơ sở, lớp dẫn xuất

### 5.1.1. Sử dụng lại mã chương trình

Cách tiếp cận đầu tiên nhằm mục đích sử dụng lại mã chương trình đơn giản là viết lại các đoạn mã đã có. Chúng ta có một đoạn mã chương trình nào đó đã sử dụng tốt trong một chương trình cũ nào đó, nhưng không thực sự đáp ứng được yêu cầu của chúng ta trong một dự án mới.

Chúng ta sẽ paste đoạn mã cũ đó vào một file mã nguồn mới, thực hiện một vài sửa đổi để nó phù hợp với môi trường mới. Tất nhiên chúng ta lại phải thực hiện gỡ lỗi đoạn mã đó từ đầu và thường thì chúng ta lại thấy tiếc là tại sao không viết hẳn một đoạn mã chương trình mới.

Để làm giảm các lỗi có thể có khi thay sửa đổi mã chương trình, các lập trình viên cố gắng tạo ra các đoạn mã có thể được sử dụng lại mà không cần băn khoăn về khả năng gây lỗi của chúng và đó được gọi là các hàm.

Các hàm thư viện là một bước tiến nữa nhằm sử dụng lại mã chương trình tuy nhiên các thư viện có nhược điểm là chúng mô hình hóa thế giới thực không được tốt lắm vì chúng không bao gồm các dữ liệu quan trọng. Và thường xuyên chúng ta cần thay đổi chúng để có thể phù hợp với môi trường mới và tất nhiên sự thay đổi này lại dẫn đến các lỗi có thể phát sinh.

### 5.1.2. Sử dụng lại mã chương trình trong OOP

Một cách tiếp cận đầy sức mạnh để sử dụng lại mã chương trình trong lập trình hướng đối tượng là thư viện lớp. Vì các lớp mô hình hóa các thực thể của thế giới thực khá sát nên chúng cần ít các thay đổi hơn các hàm để có thể phù hợp với hoàn cảnh mới. Khi một lớp đã được tạo ra và kiểm thử cẩn thận, nó sẽ là một đơn vị mã nguồn có ích. Và nó có thể được sử dụng theo nhiều cách khác nhau:

Cách đơn giản nhất để sử dụng lại một lớp là sử dụng một đối tượng của lớp đó một cách trực tiếp. Thư viện chuẩn của C++ có rất nhiều đối tượng và lớp có ích chẳng hạn cin và cout là hai đối tượng kiểu đó.

Cách thứ hai là đặt một đối tượng của lớp đó vào trong một lớp khác. Điều này được gọi là “tạo ra một đối tượng thành viên”.

Lớp mới có thể được xây dựng bằng cách sử dụng số lượng bất kỳ các đối tượng thuộc các lớp khác theo bất kỳ cách thức kết hợp nào để đạt được các chức năng mà chúng ta mong muốn trong lớp mới. Vì chúng ta xây dựng lên lớp mới (composing) từ các lớp cũ nên ý tưởng này được gọi là composition và nó cũng thường được đề cập tới như là một quan hệ “has a”.

Cách thứ ba để sử dụng lại một lớp là kế thừa. Kế thừa là một quan hệ kiểu “is a” hoặc “a kind of”.

## 5.2. Quy tắc thừa kế

### 5.2.1. Cú pháp khai báo lớp dẫn xuất

OOP cung cấp một cơ chế để thay đổi một lớp mà không làm thay đổi mã nguồn của nó. Điều này đạt được bằng cách dụng kế thừa để sinh ra một lớp mới từ một lớp cũ. Lớp cũ được gọi là lớp cơ sở sẽ không bị sửa đổi, nhưng lớp mới (được gọi là lớp dẫn xuất) có thể sử dụng tất cả các đặc điểm của lớp cũ và các đặc điểm thêm khác của riêng nó. Nếu có một quan hệ cùng loài (kind of) giữa hai đối tượng thì chúng ta có thể sinh một đối tượng này từ đối tượng kia bằng cách sử dụng kế thừa.

Ví dụ chúng ta đều biết Lớp Animal bao gồm tất cả các loài động vật, lớp Fish là một loài động vật nên các đối tượng của lớp Fish có thể được sinh ra từ một đối tượng của lớp Animal.

Ví dụ kế thừa đơn giản nhất đòi hỏi phải có 2 lớp: một lớp cơ sở và một lớp dẫn xuất. Lớp cơ sở không có yêu cầu gì đặc biệt, lớp dẫn xuất ngược lại cần chỉ rõ nó được sinh ra từ lớp cơ sở và điều này được thực hiện bằng cách sử dụng một dấu : sau tên lớp dẫn xuất sau đó tới một từ khóa chẳng hạn public và tên lớp cơ sở.

Cú pháp chung khai báo lớp dẫn xuất như sau: Giả sử lớp A là lớp cơ sở, lớp B là lớp dẫn xuất từ A.

class B : kiểu\_thừa\_kế A{

- Các thành phần dữ liệu của lớp B

- Các phương thức của lớp B

};

Trong đó: kiểu\_thừa\_kế có thể là public, protected hoặc private.

Ví dụ: chúng ta cần mô hình hóa các giáo viên và hiệu trưởng trong trường học. Trước hết giả sử rằng chúng ta có một lớp định nghĩa các giáo viên, sau đó chúng ta có thể sử dụng lớp này để mô hình hóa hiệu trưởng vì hiệu trưởng cũng là một giáo viên:

class Teacher{

protected:

String name;

int age, numOfStudents;

public:

void setName(const String & new\_name){name = new\_name;}

};

class Principal: public Teacher{

String school\_name;

int numOfTeachers;

public:

void setSchool(const & String s\_name){school\_name = s\_name;}

};

int main(){

Teacher t1;

Principal p1;

p1.setName(“Principal 1”); t1.setName(“Teacher 1”); p1.setSchool(“Elementary School”);

return 0;

}

Một đối tượng dẫn xuất kế thừa tất cả các thành phần dữ liệu và các hàm thành viên của lớp cơ sở. Vì thế đối tượng con (dẫn xuất) p1 không chỉ chứa các phần tử dữ liệu school\_name và numOfTeachers mà còn chứa cả các thành phần dữ liệu name, age và numOfStudents.

Đối tượng p1 không những có thể truy cập vào hàm thành viên riêng của nó là setSchool() mà còn có thể sử dụng hàm thành viên của lớp cơ sở mà nó kế thừa là hàm setName().

Các thành viên thuộc kiểu private của lớp cơ sở cũng được kế thừa bởi lớp dẫn xuất nhưng chúng không nhìn thấy ở lớp kế thừa. Lớp kế thừa chỉ có thể truy cập vào các thành phần này qua các hàm public giao diện của lớp cơ sở.

### 5.2.2. Kiểm soát truy cập

**a) Kế thừa public**

Đây là kiểu kế thừa mà chúng ta hay dùng nhất:

class Base{… };

class Derived: public Base{… };

Kiểu kế thừa này được gọi là public inheritance hay public derivation. Quyền truy cập của các thành viên của lớp cơ sở không thay đổi. Các đối tượng của lớp dẫn xuất có thể truy cập vào các thành viên public của lớp cơ sở. Các thành viên public của lớp cơ sở cũng sẽ là các thành viên public của lớp kế thừa.

**b) Kế thừa private**

class Base{… };

class Derived: private Base{ …};

Kiểu kế thừa này có tên gọi là private inheritance. Các thành viên public của lớp cơ sở trở thành các thành viên private của lớp dẫn xuất. Các đối tượng của lớp dẫn xuất không thể truy cập vào các thành viên của lớp cơ sở. Các hàm thành viên của lớp dẫn xuất có thể truy cập vào các thành viên public và protected của lớp cơ sở.
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**c) Kiểm soát truy cập**

Hãy nhớ rằng khi chưa sử dụng kế thừa, các hàm thành viên của lớp có thể truy cập vào bất cứ thành viên nào của lớp cho dù đó là public, private nhưng các đối tượng của lớp đó chỉ có thể truy cập vào các thành phần public.

Khi kế thừa được đưa ra các khả năng truy cập tới các thành viên khác đã ra đời. Các hàm thành viên của lớp dẫn xuất có thể truy cập vào các thành viên public và protected của lớp cơ sở, trừ các thành viên private. Các đối tượng của lớp dẫn xuất chỉ có thể truy cập vào các thành viên public của lớp cơ sở.

Chúng ta có thể xem rõ hơn trong bảng sau đâu:

|  |  |  |  |
| --- | --- | --- | --- |
|  | Truy cập từ chính lớp đó | Truy cập từ lớp dẫn xuất | Truy cập từ đối tượng của lớp |
| public | Yes | Yes | Yes |
| protected | Yes | Yes | No |
| private | Yes | No | No |

Chúng ta có thể định nghĩa lại hai lớp Teacher và Principal như sau:

class Teacher{

private:

String name;

protected:

int age, numOfStudents;

public:

void setName(const String & new\_name){name = new\_name;}

void print() const;

};

void Teacher::print() const{

cout << “Name: “ << name << “ Age: “ << age << endl;

cout << “Number of Students: “ << numOfStudents << endl;

};

class Principal: public Teacher{

private:

String school\_name;

int numOfTeachers;

public:

void setSchool(const & String s\_name){school\_name = s\_name;}

void print() const;

int getAge() const{return age;}

const String & getName(){return name;}

};

int main(){

Teacher t1;

Principal p1;

t1.numOfStudents = 100; // sai

t1.setName(“Ali Bilir”);

p1.setSchool(“Istanbul Lisesi”);

return 0;

}

**Sự khác nhau giữa các thành viên private và các thành viên protected:**

Nói chung dữ liệu của lớp nên là private. Các thành viên dữ liệu public có thể bị sửa đổi bất kỳ lúc nào trong chương trình nên được tránh sử dụng. Các thành viên dữ liệu protected có thể bị sửa đổi bởi các hàm trong bất kỳ lớp kế thừa nào. Bất kỳ người dùng nào cũng có thể kế thừa một lớp nào đó và truy cập vào các thành viên dữ liệu protected của lớp cơ sở. Do đó sẽ an toàn và tin cậy hơn nếu các lớp kế thừa không thể truy cập vào các dữ liệu của lớp cơ sở một cách trực tiếp.

Nhưng trong các hệ thống thời gian thực, nơi mà tốc độ là rất quan trọng, các lời gọi hàm truy cập vào các thành viên private có thể làm chậm chương trình. Trong các hệ thống như vậy dữ liệu có thể được định nghĩa là protected để các lớp kế thừa có thể truy cập tới chúng trực tiếp và nhanh hơn.

Ví dụ:

class A{

private:

int i;

public:

void access(int new\_i){

if( new\_i > 0 && new\_i <= 100) i = new\_i;

}

};

class B: public A{

private:

int k;

public:

void set(int new\_i, int new\_k){

A::access(new\_i); // an toàn nhưng chậm

….

}

};

class A{

protected:

int i;

public:

…..

};

class B: public A{

private:

int k;

public:

void set(int new\_i, int new\_k){

i = new\_i; // nhanh

….

}

};

### 5.2.3. Các hàm không thể kế thừa

Một vài hàm sẽ cần thực hiện các công việc khác nhau trong lớp cơ sở và lớp dẫn xuất. Chúng là các hàm toán tử gán =, hàm hủy tử và tất cả các hàm cấu tử. Chúng ta hãy xem xét một hàm cấu tử, đối với lớp cơ sở hàm cấu tử của nó có trách nhiệm khởi tạo các thành viên dữ liệu và cấu tử của lớp dẫn xuất có trách nhiệm khởi tạo các thành viên dữ liệu của lớp dẫn xuất. Và bởi vì các cấu tử của lớp dẫn xuất và lớp cơ sở tạo ra các dữ liệu khác nhau nên chúng ta không thể sử dụng hàm cấu tử của lớp cơ sở cho lớp dẫn xuất và do đó các hàm cấu tử là không thể kế thừa.

Tương tự như vậy toán tử gán của lớp dẫn xuất phải gán các giá trị cho dữ liệu của lớp dẫn xuất, và toán tử gán của lớp cơ sở phải gán các giá trị cho dữ liệu của lớp cơ sở. Chúng làm các công việc khác nhau vì thế toán tử này không thể kế thừa một cách tự động.

### 5.2.4. Các hàm cấu tử và kế thừa

Khi chúng ta định nghĩa một đối tượng của một lớp dẫn xuất, cấu tử của lớp cơ sở sẽ được gọi tới trước cấu tự của lớp dẫn xuất. Điều này là bởi vì đối tượng của lớp cơ sở là một đối tượng con - một phần - của đối tượng lớp dẫn xuất, và chúng ta cần xây dựng nó từng phần trước khi xây dựng toàn bộ nội dung của nó. Ví dụ:

class Parent{

public: Parent(){ cout << endl<< " Parent constructor"; }

};

class Child : public Parent{

public: Child(){ cout << endl<<" Child constructor"; }

};

int main(){

cout << endl<<"Starting";

Child ch; // create a Child object

cout << endl<<"Terminating";

return 0;

}

Nếu như cấu tử của lớp cơ sở là một hàm có tham số thì nó cũngcần phải được gọi tới trước cấu tử của lớp dẫn xuất:

class Teacher{

String name;

int age, numOfStudents;

public: Teacher(const String & new\_name): name(new\_name){}

};

class Principal: public Teacher{

int numOfTeachers;

public: Principal(const String &, int);

};

Principal::Principal(const String & new\_name, int numOT):Teacher(new\_name){

NumOfTeachers = numOT;

}

Hãy nhớ lại rằng toán tử khởi tạo cấu tử cũng có thể được dùng để khởi tạo các thành viên:

Principal::Principal(const String & new\_name, int numOT)

:Teacher(new\_name),NumOfTeachers(numOT){

}

int main(){ Principal p1(“Ali Baba”, 20); return 0;}

Nếu lớp cơ sở có một cấu tử và hàm cấu tử này cần có các tham số thì lớp dẫn xuất phải có một cấu tử gọi tới cấu tử đó với các giá trị tham số thích hợp.

Các hàm hủy tử được gọi tới một cách tự động. Khi một đối tượng của lớp dẫn xuất ra ngoài tầm hoạt động các cấu tử sẽ được gọi tới theo thứ tự ngược lại với thứ tự của các hàm cấu tử. Đối tượng dẫn xuất sẽ thực hiện các thao tác dọn dẹp trước sau đó là đối tượng cơ sở.

Ví dụ:

class Parent {

public:

Parent() { cout << "Parent constructor" << endl; }

~Parent() { cout << "Parent destructor" << endl; }

};

class Child : public Parent {

public:

Child() { cout << "Child constructor" << endl; }

~Child() { cout << "Child destructor" << endl; }

};

int main(){

cout << "Start" << endl;

Child ch; // create a Child object

cout << "End" << endl;

return 0;

}

## 5.3. Tương thích lớp cơ sở và lớp dẫn xuất

### 5.3.1. Định nghĩa lại các thành viên

Một vài thành viên (hàm hoặc dữ liệu) của lớp cơ sở có thể không phù hợp với lớp dẫn xuất. Các thành viên này nên được định nghĩa lại trong lớp dẫn xuất. Chẳng hạn lớp Teacher có một hàm thành viên in ra các thuộc tính của cấc giáo viên lên màn hình. Nhưng hàm này là không đủ đối với lớp Principal vì các hiệu trưởng có nhiều thuộc tính hơn các giáo viên bình thường. Vì thế hàm này sẽ được định nghĩa lại:

class Teacher{

protected:

String name;

int age, numOfStudents;

public:

void setName(const String & new\_name){name = new\_name;}

void print() const;

};

void Teacher::print() const{

cout << “Name: “ << name << “ Age: “ << age << endl;

cout << “Number of Students: “ << numOfStudents << endl;

};

class Principal: public Teacher{

String school\_name;

int numOfTeachers;

public:

void setSchool(const & String s\_name){school\_name = s\_name;}

void print() const;

};

void Principal::print() const{

cout << “Name: “ << name << “ Age: “ << age << endl;

cout << “Number of Students: “ << numOfStudents << endl;

cout << “Name of the school: “ << school\_name << endl;

};

Hàm print() của lớp Principal override (hoặc hide) hàm print() của lớp Teacher. Lớp Principal giờ đây có hai hàm print(). Hàm print() của lớp cơ sở có thể được truy cập bằng cách sử dụng toán tử “::”.

void Principal::print() const{ Teacher::print();

cout << “Name of the school: “ << school\_name << endl;

};

Chú ý: overloading khác với overriding. Nếu chúng ta thay đổi signature hoặc kiểu trả về của một hàm thành viên thuộc lớp cơ sở thì lớp dẫn xuất sẽ có hai hàm thành viên có tên giống nhau nhưng đó không phải là overloading mà là overriding.

Và nếu như tác giả của lớp dẫn xuất định nghĩa lại một hàm thành viên, thì điều đó có nghĩa là họ muốn thay đổi giao diện của lớp cơ sở. Trong trường hợp này hàm thành viên của lớp cơ sở sẽ bị che đi.

Ví dụ:

class A{ // Base class

public:

int ia1,ia2;

void fa1();

int fa2(int);

};

class B: public A{ // Derived class

public:

float ia1; // overrides ia1

float fa1(float); // overloads fa1

};

void A::fa1(){ cout << "fa1 of A has been called" << endl;}

int A::fa2(int i){ cout << "fa2 of A has been called" << endl; return i; }

float B::fa1(float f){cout << "fa1 of A has been called" << endl; return f; }

int main(){

B b;

int j=b.fa2(1); // A::fa2

b.ia1=4; // float fa1 of B

b.ia2=3; // ia2 of A. If it is public

float y=b.fa1(3.14); // OK, fa1 of B is called

//b.fa1(); // ERROR! fa1 of B needs a floar argument

b.A::fa1();

b.A::fa1();

b.A::ia1=1;

return 0;

}

### 5.3.2. Con trỏ và các đối tượng

Các đối tượng được lưu trong bộ nhớ nên các con trỏ cũng có thể trỏ tới các đối tượng giống như chúng có thể trỏ tới các biến có kiểu cơ bản.

Các toán tử new và delete được cũng được sử dụng bình thường đối với các con trỏ trỏ tới các đối tượng của một lớp. Toán tử new thực hiện cấp phát bộ nhớ và trả về điểm bắt đầu của vùng nhớ nếu thành công, nếu thất bại nó trả về 0. Khi chúng ta dùng toán tử new nó không chỉ thực hiện cấp phát bộ nhớ mà còn tạo ra đối tượng bằng cách gọi tới cấu tử của lớp tương ứng. Toán tử delete được dùng để giải phóng vùng nhớ mà một con trỏ trỏ tới chiếm giữ.

**Danh sách liên kết các đối tượng**

Một lớp có thể chứa một con trỏ tới các đối tượng của chính lớp đó. Con trỏ này có thể được sử dụng để xây dựng các cấu trúc dữ liệu chẳng hạn như một danh sách liên kết các đối tượng của một lớp:

class Teacher{

friend class Teacher\_list;

String name;

int age, numOfStudents;

Teacher \* next; // Pointer to next object of teacher

public:

Teacher(const String &, int, int); // Constructor

void print() const;

const String& getName() const {return name;}

~Teacher() { // only to show that the destructor is called

cout<<" Destructor of teacher" << endl;

}

};

Teacher::Teacher(const String &new\_name,int a,int nos){

name = new\_name;

age=a;

numOfStudents=nos;

next=0;

}

void Teacher::print() const{

cout <<"Name: "<< name<<" Age: "<< age<< endl;

cout << "Number of Students: " <<numOfStudents << endl;

}

class Teacher\_list{ // linked list for teachers

Teacher \*head;

public:

Teacher\_list(){head=0;}

bool append(const String &,int,int);

bool del(const String &);

void print() const ;

~Teacher\_list();

};

// Append a new teacher to the end of the list

// if there is no space returns false, otherwise true

bool Teacher\_list::append(const String & n, int a, int nos){

Teacher \*previous, \*current, \*new\_teacher;

new\_teacher=new Teacher(n,a,nos);

if (!new\_teacher) return false; // if there is no space return false

if(head) // if the list is not empty

{

previous=head;

current=head->next;

while(current) // searh for the end of the list

{

previous=current;

current=current->next;

}

previous->next=new\_teacher;

}

else // if the list is empty

head=new\_teacher;

return true;

}

// Delete a teacher with the given name from the list

// if the teacher is not found returns false, otherwise true

bool Teacher\_list::del(const String & n){

Teacher \*previous, \*current;

if(head) // if the list is not empty

{

if (n==head->getName()) //1st element is to be deleted

{

previous=head; head=head->next; delete previous; return true;

}

previous=head;

current=head->next;

while( (current) && (n!=current->getName()) ) // searh for the end of the list

{

previous=current; current=current->next;

}

if (current==0) return false;

previous->next=current->next; delete current; return true;

} //if (head)

else // if the list is empty

return false;

}

// Prints all elements of the list on the screen

void Teacher\_list::print() const{

Teacher \*tempPtr;

if (head){

tempPtr=head;

while(tempPtr){

tempPtr->print(); tempPtr=tempPtr->next;

}

}

else cout << "The list is empty" << endl;

}

// Destructor

// deletes all elements of the list

Teacher\_list::~Teacher\_list(){

Teacher \*temp;

while(head) // if the list is not empty

{

temp=head; head=head->next; delete temp;

}

}

// ----- Main Function -----

int main(){

Teacher\_list theList;

theList.print(); theList.append("Teacher1",30,50);

theList.append("Teacher2",40,65); theList.append("Teacher3",35,60);

theList.print();

if (!theList.del("TeacherX")) cout << " TeacherX not found" << endl;

theList.print();

if (!theList.del("Teacher1")) cout << " Teacher1 not found" << endl;

theList.print();

return 0;

}

Trong ví dụ trên lớp Teacher phải có một con trỏ trỏ tới đối tượng tiếp theo trong lớp danh sách và lớp danh sách phải được khai báo như là một lớp bạn, để người dùng của lớp này cps thể xây dựng lên các danh sách liên kết. Nếu như lớp này được viết bởi những người làm việc trong một nhóm thì chẳng có vấn đề gì nhưng thường thì chúng ta muốn xây dựng danh sách các đối tượng đã được xây dựng chẳng hạn các danh sách các đối tượng thuộc các lớp thư viện chẳng hạn, và tất nhiên là các lớp này không có các con trỏ tới đối tượng tiếp theo cùng lớp với nó. Để xây dựng các danh sách như vậy chúng ta sẽ xây dựng các lớp lá, mỗi đối tượng của nút lá sẽ lưu giữ các địa chỉ của một phần tử trong danh sách:

class Teacher\_node{

friend class Teacher\_list;

Teacher \* element; Teacher\_node \* next;

Teacher\_node(const String &,int,int); // constructor

~Teacher\_node(); // destructor

};

Teacher\_node::Teacher\_node(const String & n, int a, int nos){

element = new Teacher(n,a,nos);

next = 0;

}

Teacher\_node::~Teacher\_node(){

delete element;

}

// \*\*\* class to define a linked list of teachers \*\*\*

class Teacher\_list{ // linked list for teachers

Teacher\_node \*head;

public:

Teacher\_list(){head=0;}

bool append(const String &,int,int);

bool del(const String &);

void print() const ;

~Teacher\_list();

};

// Append a new teacher to the end of the list

// if there is no space returns false, otherwise true

bool Teacher\_list::append(const String & n, int a, int nos){

Teacher\_node \*previous, \*current;

if(head) // if the list is not empty

{

previous=head;

current=head->next;

while(current) // searh for the end of the list

{

previous=current; current=current->next;

}

previous->next = new Teacher\_node(n, a, nos);

if (!(previous->next)) return false; // If memory is full

}

else // if the list is empty

{

head = new Teacher\_node(n, a, nos); // Memory for new node

if (!head) return false; // If memory is full

}

return true;

}

// Delete a teacher with the given name from the list

// if the teacher is not found returns false, otherwise true

bool Teacher\_list::del(const String & n){

Teacher\_node \*previous, \*current;

if(head) // if the list is not empty

{

if (n==(head->element)->getName()) //1st element is to be deleted

{

previous=head; head=head->next; delete previous;

return true;

}

previous=head; current=head->next;

//searh for the end of the list

while( (current) && (n != (current->element)->getName())) {

previous=current;

current=current->next;

}

if (current==0) return false;

previous->next=current->next;

delete current;

return true;

} //if (head)

else // if the list is empty

return false;

}

// Prints all elements of the list on the screen

void Teacher\_list::print() const{

Teacher\_node \*tempPtr;

if (head){

empPtr=head;

while(tempPtr){

tempPtr->element)->print();

empPtr=tempPtr->next;

}

}else cout << "The list is empty" << endl;

}

// Destructor

// deletes all elements of the list

Teacher\_list::~Teacher\_list(){

Teacher\_node \*temp;

while(head) // if the list is not empty

{

temp=head; head=head->next; delete temp;

}

}

**Con trỏ và kế thừa**

Nếu như một lớp dẫn xuất Derived có một lớp cơ sở public Base thì một con trỏ của lớp Derived có thể được gán cho một biến con trỏ của lớp Base mà không cần có các thao tác chuyển kiểu tường minh nhưng thao tác ngược lại cần phải được chỉ rõ ràng, tường minh.

Ví dụ một con trỏ của lớp Teacher có thể trỏ tới các đối tượng của lớp Principal. Một đối tượng Principal thì luôn là một đối tượng Teacher nhưng điều ngược lại thì không phải luôn đúng.

class Base{};

class Derived: public Base{};

Derived d;

Base \* bp = &d; // chuyển kiểu không tường minh

Derived \* dp = bp; // lỗi

dp = static\_cast<Derived \*>(bp);

Nếu như là kế thừa private thì chúng ta không thể thực hiện việc chuyển kiểu không tường minh từ lớp dẫn xuất về lớp cơ sở vì trong trường hợp đó một thành phần public của lớp cơ sở chỉ có thể được truy cập qua một con trỏ lớp cơ sở chứ không thể qua một con trỏ lớp dẫn xuất:

class Base{

int m1;

public: int m2;

};

class Derived: public Base{};

Derived d;

d.m2 = 5; // Lỗi

Base \* bp = &d; // chuyển kiểu không tường minh, lỗi

bp = static\_cast<Derived \*>(&d);

bp->m2 = 5;

Việc kết hợp con trỏ với kế thừa cho phép chúng ta có thể xây dựng các danh sách liên kết hỗn hợp có khả năng lưu giữ các đối tượng thuộc các lớp khác nhau, chúng ta sẽ học kỹ phần này trong chương sau.

### 5.3.3. Định nghĩa lại các đặc tả truy cập

Các đặc tả truy cập của các thành viên public của lớp cơ sở có thể được định nghĩa lại trong lớp kế thừa. Khi chúng ta kế thừa theo kiểu private, tất cả các thành viên public của lớp cơ sở sẽ trở thành private. Nếu chúng ta muốn chúng vẫn là public trong lớp kế thừa chúng ta sẽ sử dụng từ khóa using (chú ý là Turbo C++ 3.0 không hỗ trợ từ khóa này) và tên thành viên đó (không có danh sách tham số và kiểu trả về) trong phần public của lớp kế thừa:

class Base{

private:

int k;

public:

int i;

void f();

};

class Derived: public Base{

private:

int m;

public:

using Base::f;

void fb1();

};

int main(){

Base b;

Derived d;

b.i = 5;

d.i = 0; // Sai

b.f();

d.f(); // Ok

return 0;

}

## 5.4. Các kiểu kế thừa

### 5.4.1. Đơn thừa kế

Đa kế thừa là trường hợp mà một lớp kế thừa các thuộc tính từ một lớp cơ sở, ví dụ:

class Base{ // Base 1

public:

int a;

void fa(){cout << "Base1 fa1" << endl;}

char \*fa(int){cout << "Base1 fa2" << endl;return 0;}

};

class Deriv : public Base{

public:

int a;

float fa(float){cout << "Deriv fa1" << endl; return 1.0;}

};

int main(){

Deriv d;

d.a=4; //Deriv::a

float y=d.fa(3.14); // Deriv::fa1

return 0;

}

### 5.4.2. Đa kế thừa

Đa kế thừa là trường hợp mà một lớp kế thừa các thuộc tính từ hai hoặc nhiều hơn các lớp cơ sở, ví dụ:

class Base1{ // Base 1

public:

int a;

void fa1(){cout << "Base1 fa1" << endl;}

char \*fa2(int){cout << "Base1 fa2" << endl;return 0;}

};

class Base2{ // Base 2

public:

int a;

char \*fa2(int, char){cout << "Base2 fa2" << endl;return 0;}

int fc(){cout << "Base2 fc" << endl;return 0;}

};

class Deriv : public Base1 , public Base2{

public:

int a;

float fa1(float){cout << "Deriv fa1" << endl;return 1.0;}

int fb1(int){cout << "Deriv fb1" << endl;return 0;}

};

int main(){

Deriv d;

d.a=4; //Deriv::a

d.Base2::a=5; //Base2::a

float y=d.fa1(3.14); // Deriv::fa1

int i=d.fc(); // Base2::fc

//char \*c = d.fa2(1); // ERROR

return 0;

}

Chú ý là câu lệnh char \* c = d.fa2(1); là sai vì trong kế thừa các hàm không được overload mà chúng bị override chúng ta cần phải viết là: char \* c = d.Base1::fa1(1); hoặc char \* c = d.Base::fa2(1,”Hello”);

### 5.4.3. Lặp lại lớp cơ sở trong đa kế thừa và lớp cơ sở ảo

Chúng ta hãy xét ví dụ sau:

class Gparent{};

class Mother: public Gparent{};

class Father: public Gparent{};

class Child: public Mother, public Father{};

Cả hai lớp Mother và Father đều kế thừa từ lớp Gparent và lớp Child kế thừa từ hai lớp Mother và Father. Hãy nhớ lại rằng mỗi đối tượng được tạo ra nhờ kế thừa đều chứa một đối tượng con của lớp cơ sở. Mỗi đối tượng của lớp Mother và Father đều chứa các đối tượng con của lớp Gparent và một đối tượng của lớp Child sẽ chứa các đối tượng con của hai lớp Mother và Father vì thế một đối tượng của lớp Child sẽ chứa hai đối tượng con của lớp Gparent, một được kế thừa từ lớp Mother và một từ lớp Father.

Đây là một trường hợp lạ vì có hai đối tượng con trong khi chỉ nên có 1.

Ví dụ giả sử có một phần tử dữ liệu trong lớp Gparent:

class Gparent{ protected: int gdata; };

Và chúng ta sẽ truy cập vào phần tử dữ liệu này trong lớp Child:

class Child: public Mother, public Father{

public:

void Cfunc(){ int item = gdata; // Sai }

};

Trình biên dịch sẽ phàn nàn rằng việc truy cập tới phần tử dữ liệu gdata là mập mờ và lỗi. Nó không biết truy cập tới phần tử gdata nào: của đối tượng con Gparent trong đối tượng con Mother hay của đối tượng con Gparent trong đối tượng con Father.

Để giải quyết trường hợp này chúng ta sẽ sử dụng một từ khóa mới, **virtual**, khi kế thừa Mother và Father từ lớp Gparent:

class Gparent{};

class Mother: virtual public Gparent{};

class Father: virtual public Gparent{};

class Child: public Father, public Mother{};

Từ khóa virtual báo cho trình biên dịch biết là chỉ kế thừa duy nhất một đối tượng con từ một lớp trong các lớp dẫn xuất. Việc sử dụng từ khóa virtual giải quyết được vấn đề nhập nhằng trên song lại làm nảy sinh rất nhiều vấn đề khác.

Nói chung thì chúng ta nên tránh dùng đa kế thừa mặc dù có thể chúng ta đã là một chuyên gia lập trình C++, và nên suy nghĩ xem tại sao lại phải dùng đa kế thừa trong các trường hợp hiếm hoi thực sự cần thiết.

Để tìm hiểu kỹ hơn về đa kế thừa chúng ta có thể xem chương 6: đa kế thừa của sách tham khảo: ”Thinking in C++, 2nd Edition”.

## 5.5. Ràng buộc tĩnh, động

Một số đặc điểm của ràng buộc động

- Khi thiết kế một hệ thống thường các nhà phát triển hệ thống gặp một trong số các tình huống sau đây:

Hiểu rõ về các giao diện lớp mà họ muốn mà không hiểu biết chính xác về cách trình bày hợp lý nhất.

Hiểu rõ về thuật toán mà họ muốn sử dụng song lại không biết cụ thể các thao tác nào nên được cài đặt.

Trong cả hai trường hợp thường thì các nhà phát triển mong muốn trì hoãn một số các quyết định cụ thể càng lâu càng tốt. Mục đích là giảm các cố gắng đòi hỏi để thay đổi cài đặt khi đã có đủ thông tin để thực hiện một quyết định có tính chính xác hơn.

Vì thế sẽ rất tiện lợi nếu có một cơ chế cho phép trừu tượng hóa việc “đặt chỗ trước”.

Che dấu thông tin và trừu tượng dữ liệu cung cấp các khả năng “place – holder” phụ thuộc thời điểm biên dịch và thời điểm liên kết. Ví dụ: các thay đổi về việc representation đòi hỏi phải biên dịch lại hoặc liên kết lại.

Ràng buộc động cho phép thực hiện khả năng “place – holder” một cách linh họat. Ví dụ trì hoãn một số quyết định cụ thể cho tới thời điểm chương trình được thực hiện mà không làm ảnh hưởng tới cấu trúc mã chương trình hiện tại.

- Ràng buộc động không mạnh bằng các con trỏ hàm nhưng nó mang tính tổng hợp hơn và làm giảm khả năng xuất hiện lỗi hơn vì một số lý do chẳng hạn trình biên dịch sẽ thực hiện kiểm tra kiểu tại thời điểm biên dịch.

- Ràng buộc động cho phép các ứng dụng có thể gọi tới các phương thức mang tính chung chung qua các con trỏ tới lớp cơ sở. Tại thời điểm chương trình thực hiện các lời gọi hàm này sẽ được chỉ định tới các phương thức cụ thể được cài đặt tại các lớp dẫn xuất thích hợp.

## 5.6. Hàm ảo

### 5.6.1. Các hàm thành viên bình thường được truy cập qua các con trỏ

Ví dụ đầu tiên sẽ cho chúng ta thấy điều gì sẽ xảy ra khi một lớp cơ sở và các lớp dẫn xuất đều có các hàm có cùng tên và các hàm này được truy cập thông qua các con trỏ nhưng không sử các hàm ảo (không phải đa thể).

class Teacher{ // Base class

String \*name;

int numOfStudents;

public:

Teacher(const String &, int); // Constructor of base

void print() const{

cout << "Name: "<< name << endl;

cout << " Num of Students:"<< numOfStudents << endl;

}

};

void Teacher::print() const // Non-virtual function{

cout << "Name: "<< name << endl;

cout << " Num of Students:"<< numOfStudents << endl;

}

class Principal : public Teacher{ // Derived class

String \*SchoolName;

public:

Principal(const String &, int , const String &);

void print() const{

teacher::print();

cout << " Name of School:"<< SchoolName << endl;

}

};

void Principal::print() const // Non-virtual function{

Teacher::print();

cout << " Name of School:"<< SchoolName << endl;

}

int main(){

Teacher t1("Teacher 1",50);

Principal p1("Principal 1",40,"School");

Teacher \*ptr;

char c;

cout << "Teacher or Principal "; cin >> c;

if (c=='t') ptr=&t1;

else ptr=&p1;

ptr->print(); // which print ??

}

Lớp Principal kế thừa từ lớp cơ sở Teacher. Cả hai lớp đều có hàm thành viên print(). Trong hàm main() chương trình tạo ra các đối tượng của hai lớp Teacher và Principal và một con trỏ trỏ tới lớp Teacher. Sau đó nó truyền địa chỉ của đối tượng thuộc lớp dẫn xuất vào con trỏ của lớp cơ sở bằng lệnh:

ptr = &p1; // địa chỉ của lớp dẫn xuất trong con trỏ trỏ tới lớp cơ sở.

Hãy nhớ rằng hoàn toàn hợp lệ khi thực hiện gán một địa chỉ của một đối tượng thuộc lớp dẫn xuất cho một con trỏ của lớp cơ sở, vì các con trỏ tới các đối tượng của một lớp dẫn xuất hoàn toàn tương thích về kiểu với các con trỏ tới các đối tượng của lớp cơ sở.

Bây giờ câu hỏi đặt ra là khi thực hiện câu lệnh:

ptr->print();

thì hàm nào sẽ được gọi tới? Là hàm print() của lớp dẫn xuất hay hàm print() của lớp cơ sở.

Hàm print() của lớp cơ sở sẽ được thực hiện trong cả hai trường hợp. Trình biên dịch sẽ bỏ qua nội dung của con trỏ ptr và chọn hàm thành viên khớp với kiểu của con trỏ.

### 5.6.2. Các hàm thành viên ảo được truy cập qua các con trỏ

Bây giờ chúng ta sẽ thay đổi một chút trong chương trình: đặt thêm từ khóa **virtual** trước khai báo của hàm print() trong lớp cơ sở.

class Teacher{ // Base class

String name;

int numOfStudents;

public:

Teacher(const String & new\_name,int nos){ // Constructor of base

name=new\_name;numOfStudents=nos;

}

virtual void print() const; // print is a virtual function

};

void Teacher::print() const // virtual function

{

cout << "Name: "<< name << endl;

cout << " Num of Students:"<< numOfStudents << endl;

}

class Principal : public Teacher{ // Derived class

String SchoolName;

public:

Principal(const String & new\_name,int nos, const String & sn)

:Teacher(new\_name,nos) {

SchoolName=sn;

}

void print() const;

};

void Principal::print() const // Non-virtual function

{

Teacher::print();

cout << " Name of School:"<< SchoolName << endl;

}

int main(){

Teacher t1("Teacher 1",50);

Principal p1("Principal 1",40,"School");

Teacher \*ptr;

char c;

cout << "Teacher or Principal "; cin >> c;

if (c=='t') ptr=&t1;

else ptr=&p1;

ptr->print(); // which print compare with example e81.cpp

return 0;

}

Giờ thì các hàm khác nhau sẽ được thực hiện, phụ thuộc vào nội dung của con trỏ ptr. Các hàm được gọi dựa trên nội dung của con trỏ ptr, chứ không dựa trên kiểu của con trỏ. Đó chính là cách thức làm việc của đa thể. Chúng ta đã làm cho hàm print() trở thành đa thể bằng cách gán cho nó kiểu hàm ảo.

## 5.7. Đa thể và Ràng buộc động

### 5.7.1. Đa thể (Polymorphism)

Trong lập trình hướng đối tượng có 3 khái niệm chính là: Các lớp; Kế thừa; Đa thể, được cài đặt trong ngôn ngữ C++ bằng các hàm ảo.

Trong cuộc sống thực tế, thường có một tập các đối tượng khác nhau có các chỉ thị (instruction) (message) giống nhau, nhưng lại thực hiện các hành động khác nhau. Ví dụ như là hai lớp các đối tượng giáo viên và hiệu trưởng trong một trường học.

Giả sử ông bộ trưởng bộ giáo dục muốn gửi một chỉ thị xuống cho tất cả các nhân viên “In thông tin cá nhân của ông ra và gửi cho tôi”. Các loại nhân viên khác nhau của bộ giáo dục (giáo viên bình thường và hiệu trưởng) sẽ in ra các thông tin khác nhau. Nhưng ông bộ trưởng không cần gửi các thông điệp khác nhau cho các nhóm nhân viên khác nhau của ông ta. Chỉ cần một thông điệp cho tất cả các nhân viên vì tất cả các nhân viên đều biết in ra thông tin hay lý lịch cá nhân của mình như thế nào.

Đa thể (polymorphism) có nghĩa là “take many shapes”. Câu lệnh hay chỉ thị đơn của bộ trưởng chính là một trường hợp đa thể vì nó sẽ có dạng khác nhau đối với các loại nhân lực khác nhau.

Thường thường đa thể xảy ra trong các lớp có mối liên hệ kế thừa lẫn nhau. Trong C++ đa thể có nghĩa là một lời gọi tới một hàm thành viên sẽ tạo ra một hàm khác nhau để thực hiện phụ thuộc vào loại đối tượng có hàm thành viên được gọi tới.

Điều này nghe có vẻ giống như là overload hàm, nhưng thực ra không phải, đa thể mạnh hơn là chồng hàm về mặt kỹ thuật. Một sự khác nhau giữa đa thể và chồng hàm đó là cách thức lựa chọn hàm để thực hiện.

Với chồng hàm sự lựa chọn được thực hiện bởi trình biên dịch vào thời điểm biên dịch. Với đa thể việc lựa chọn hàm để thực hiện được thực hiện khi chương trình đang chạy.

### 5.7.2. Ràng buộc động

Ràng buộc động hay ràng buộc muộn là một khái niệm gán liền với khái niệm đa thể. Chúng ta hãy xem xét câu hỏi sau: làm thế nào trình biên dịch biết được hàm nào để biên dịch? Trong ví dụ trước trình biên dịch không có vấn đề gì khi nó gặp câu lệnh: ptr->print();

Câu lệnh này sẽ được biên dịch thành một lời gọi tới hàm print() của lớp cơ sở. Nhưng trong ví dụ sau trình biên dịch sẽ không nội dung của lớp nào được ptr trỏ tới. Đó có thể là nội dung của một đối tượng thuộc lớp Teacher hoặc lớp Principal. Phiên bản nào của hàm print() sẽ được gọi tới? Trên thực tế tại thời điểm biên dịch chương trình trình biên dịch sẽ không biết làm thế nào vì thế nó sẽ sắp xếp sao cho việc quyết định chọn hàm nào để thực hiện được trì hoãn cho tới khi chương trình thực hiện.

Tại thời điểm chương trình được thực hiện khi lời gọi hàm được thực hiện mã mà trình biên dịch đặt vào trong chương trình sẽ tìm đúng kiểu của đối tượng mà địa chỉ của nó được lưu trong con trỏ ptr và gọi tới hàm print() thích hợp của lớp Teacher hay của lớp Principal phụ thuộc vào lớp của đối tượng.

Chọn lựa một hàm để thực hiện tại thời điểm chương trình thực hiện được gọi là ràng buộc muộn hoặc ràng buộc động (Binding có nghĩa là kết nối lời gọi hàm với hàm). Kết nối các hàm theo cách bình thường, trong khi biên dịch, được gọi là ràng buộc trước (early binding) hoặc ràng buộc tĩnh (static binding). Ràng buộc động đòi hỏi chúng ta cần xài sang hơn một chút (lời gọi hàm đòi hỏi khoảng 10 phần trăm mã hàm) nhưng nó cho phép tăng năng lực cũng như sự linh họat của các chương trình lên gấp bội.

Ràng buộc động làm việc như thế nào

Hãy nhớ lại rằng, lưu trữ trong bộ nhớ, một đối tượng bình thường – không có hàm thành viên ảo chỉ chứa các thành phần dữ liệu của chính nó ngoài ra không có gì khác. Khi một hàm thành viên được gọi tới với một đối tượng nào đó trình biên dịch sẽ truyền địa chỉ của đối tượng cho hàm. Địa chỉ này là luôn sẵn sàng đối với các hàm thông qua con trỏ this, con trỏ được các hàm sử dụng để truy cập vào các thành viên dữ liệu của các đối tượng trong phần cài đặt của hàm. Địa chỉ này thường được sinh bởi trình biên dịch mỗi khi một hàm thành viên được gọi tới; nó không được chứa trong đối tượng và không chiếm bộ nhớ. Con trỏ this là kết nối duy nhất giữa các đối tượng và các hàm thành viên bình thường của nó.

Với các hàm ảo, công việc có vẻ phức tạp hơn đôi chút. Khi một lớp dẫn xuất với các hàm ảo được chỉ định, trình biên dịch sẽ tạo ra một bảng – một mảng – các địa chỉ hàm được gọi là bảng ảo. Trong ví dụ sau các lớp Teacher và Principal đều có các bảng hàm ảo của riêng chúng. Có một entry (lối vào) trong mỗi bảng hàm ảo cho mỗi một hàm ảo của lớp. Các đối tượng của các lớp với các hàm ảo chứa một con trỏ tới bảng hàm ảo của lớp. Các đối tượng này lớn hơn đôi chút so với các đối tượng bình thường.

Trong ví dụ khi một hàm ảo được gọi tới với một đối tượng của lớp Teacher hoặc Principal trình biên dịch thay vì chỉ định hàm nào sẽ được gọi sẽ tạo ra mã trước hết tìm bảng hàm ảo của đối tượng và sau đó sử dụng bảng hàm ảo đó để truy cập vào địa chỉ hàm thành viên thích hợp. Vì thế đối với các hàm ảo đối tượng tự nó quyết định xem hàm nào được gọi thay vì giao công việc này cho trình biên dịch.

Ví dụ: Giả sử các lớp Teacher và Principal chứa hai hàm ảo:

class Principal : public Teacher{ // Derived class

tring \*SchoolName;

public:

void read(); // Virtual function

void print() const; // Virtual function

};

class Teacher{ // Base class

String \*name;

int numOfStudents;

public:

**virtual** void read(); // Virtual function

**virtual** void print() const; // Virtual function

};

Khi đó ta có các bảng hàm ảo sau:

|  |  |
| --- | --- |
| Bảng hàm ảo của lớp Teacher | Bảng hàm ảo của lớp Principal |
| &Teacher::read | &Principal::read |
| &Teacher::print | &Principal::print |

Các đối tượng của lớp Teacher và Principal sẽ chứa một con trỏ tới các bảng hàm ảo của chúng.

int main(){

Teacher t1("Teacher 1", 50);

Teacher t2("Teacher 2", 35);

Principal p1("Principal 1", 45 , "School 1");

}

![](data:image/png;base64,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)

Cần ghi nhớ rằng kỹ thuật hàm ảo chỉ làm việc với các con trỏ trỏ tới các đối tượng và với các tham chiếu, chứ không phải bản thân các đối tượng.

int main(){

Teacher t1("Teacher 1",50);

Principal p1("Principal 1",40,"School");

t1.print(); // not polymorphic

p1.print(); // not polymorphic

return 0;

}

Việc gọi tới các hàm ảo hơi mất thời gian đôi chút vì đó thực chất là việc gọi gián tiếp thông qua bảng hàm ảo. Không nên khai báo các hàm là ảo nếu không cần thiết.

Danh sách liên kết các đối tượng và đa thể

Các cách thức chung nhất để sử dụng các hàm ảo là với một mảng các con trỏ trỏ tới các đối tượng và các danh sách liên kết các đối tượng.

Chúng ta xem xét ví dụ sau đây:

Ví dụ:

class Teacher{ // Base class

String name;

int numOfStudents;

public:

Teacher(const String & new\_name,int nos){ // Constructor of base

name=new\_name;numOfStudents=nos;

}

virtual void print() const; // print is a virtual function

};

void Teacher::print() const // virtual function

{

cout << "Name: "<< name << endl;

cout << " Num of Students:"<< numOfStudents << endl;

}

class Principal : public Teacher{ // Derived class

String SchoolName;

public:

Principal(const String & new\_name,int nos, const String & sn)

:Teacher(new\_name,nos){

SchoolName=sn;

}

void print() const;

};

void Principal::print() const // Non-virtual function

{

Teacher::print();

cout << " Name of School:"<< SchoolName << endl;

}

// \*\*\* A class to define nodes of the list \*\*\*

class List\_node{

friend class List;

const Teacher \* element;

List\_node \* next;

List\_node(const Teacher &); // constructor

};

List\_node::List\_node(const Teacher & n){

element = &n;

next = 0;

}

// \*\*\* class to define a linked list of teachers and principals \*\*\*

class List{ // linked list for teachers

List\_node \*head;

public:

List(){head=0;}

Bool append(const Teacher &);

void print() const ;

~List();

};

// Append a new teacher to the end of the list

// if there is no space returns False, otherwise True

Bool List::append(const Teacher & n){

List\_node \*previous, \*current;

if(head) // if the list is not empty

{

previous=head;

current=head->next;

while(current) // searh for the end of the list

{

previous=current;

current=current->next;

}

previous->next = new List\_node(n);

if (!(previous->next)) return False; // If memory is full

}

else // if the list is empty

{

head = new List\_node(n); // Memory for new node

if (!head) return False; // If memory is full

}

return True;

}

// Prints all elements of the list on the screen

void List::print() const{

List\_node \*tempPtr;

if (head) {

tempPtr=head;

while(tempPtr){

(tempPtr->element)->print(); // POLYMORPHISM

tempPtr=tempPtr->next;

}

}

else cout << "The list is empty" << endl;

}

// Destructor

// deletes all elements of the list

List::~List(){

List\_node \*temp;

while(head) // if the list is not empty

{

temp=head;

head=head->next;

delete temp;

}

}

// ----- Main Function -----

int main(){

Teacher t1("Teacher 1",50);

Principal p1("Principal 1",40,"School1");

Teacher t2("Teacher 2",60);

Principal p2("Principal 2",100,"School2");

List theList;

theList.print(); theList.append(t1); theList.append(p1); theList.append(t2);

theList.append(p2); theList.print();

return 0;

}

Các lớp trừu tượng

Để viết các hàm đa thể chúng ta cần phải có các lớp dẫn xuất. Nhưng đôi khi chúng ta không cần phải tạo ra bất kỳ một đối tượng thuộc lớp cơ sở nào cả. Lớp cơ sở tồn tại chỉ như là một điểm khởi đầu cho việc kế thừa của các lớp khác. Kiểu lớp cơ sở như thế được gọi là một lớp trừu tượng, có nghĩa là không có một đối tượng thực sự nào của lớp được tạo ra từ lớp đó.

Các lớp trừu tượng làm nảy sinh rất nhiều tình huống mới. Một nhà máy rất nhiều xe thể thao hoặc một xe tải hoặc một xe cứu thương, nhưng nó không thể tạo ra một chiếc xe chung chung nào đó. Nhà máy phải biết loại xe nào mà nó cần tạo ra trước khi thực sự tạo ra nó. Tương tự chúng ta có thể thấy sparrow (chim sẻ), wren (chim hồng tước), robin (chim két cổ đỏ) nhưng chúng ta không thể thấy một con chim chung chung nào đó.

Thực tế một lớp sẽ là một lớp ảo chỉ trong con mắt của con người. Trình biên dịch sẽ bỏ qua các quyết định của chúng ta về việc biến một lớp nào đó thành lớp ảo.

Các hàm ảo thực sự

Sẽ là tốt hơn nếu, đã quyết định tạo ra một lớp trừu tượng cơ sở, chúng ta có thể (hướng dẫn) (instruct) chỉ thị cho trình biên dịch ngăn chặn một cách linh động bất cứ người nào sao cho họ không thể tạo ra bất cứ đối tượng nào của lớp đó. Điều này sẽ cho phép chúng ta tự do hơn trong việc thiết kế lớp cơ sở vì chúng ta sẽ không phải lập kế hoạch cho bất kỳ đối tượng thực sự nào của lớp đó, mà chỉ cần quan tâm tới các dữ liệu và hàm sẽ được sử dụng trong các lớp dẫn xuất. Có một cách để báo cho trình biên dịch biết một lớp là trừu tượng: chúng ta định nghĩa ít nhất một hàm ảo thực sự trong khai báo lớp.

Một hàm ảo thực sự là một hàm ảo không có thân hàm. Thân của hàm ảo trong lớp cơ sở sẽ được loại bỏ và ký pháp =0 sẽ được thêm vào khai báo hàm:

**Ví dụ:**

class generic\_shape{ // Abstract base class

protected: int x,y;

public: generic\_shape(int x\_in,int y\_in){ x=x\_in; y=y\_in;} // Constructor

**virtual void draw() const =0**; //pure virtual function

};

class Line:public generic\_shape{ // Line class

protected: int x2,y2; // End coordinates of line

public:

Line(int x\_in,int y\_in,int x2\_in,int y2\_in):generic\_shape(x\_in,y\_in){

x2=x2\_in; y2=y2\_in;

}

void draw() const { line(x,y,x2,y2); } // virtual draw function

};

//line là một hàm thư viện vẽ một đường thẳng lên màn hình

class Rectangle:public Line{ // Rectangle class

public:

Rectangle(int x\_in,int y\_in,int x2\_in,int y2\_in):Line(x\_in,y\_in,x2\_in,y2\_in){}

void draw() const { rectangle(x,y,x2,y2); } // virtual draw

};

class Circle:public generic\_shape{ // Circle class

protected: int radius;

public:

Circle(int x\_cen,int y\_cen,int r):generic\_shape(x\_cen,y\_cen){

radius=r;

}

void draw() const { circle(x,y, radius); } // virtual draw

};

//rectangle và circle là các hàm thư viện vẽ các hình chữ nhật và hình tròn lên màn hình

int main(){

Line Line1(1,1,100,250);

Circle Circle1(100,100,20);

Rectangle Rectangle1(30,50,250,140);

Circle Circle2(300,170,50);

show(Circle1); // show function can take different shapes as argument

show(Line1); show(Circle2); show(Rectangle1);

return 0;

}

// hàm vẽ các hình khác nhau

void show(**generic\_shape &shape**)

{ // Which draw function will be called?

**shape.draw();** // It 's unknown at compile-time

}

Nếu chúng ta viết một lớp cho một hình mới bằng cách kế thừa nó từ các lớp đã có chúng ta không cần phải thay đổi hàm show. Hàm này có thể thực hiện chức năng với các lớp mới.

**Ví dụ:**

Trong ví dụ này chúng ta sẽ xem xét một “Máy trạng thái hữu hạn” (Finite State Machine) FSM.

Chúng ta có các trạng thái: {1, 2, 3}

Input: {a, b}, x để thoát

Output: {x, y}

Các trạng thái của FSM được định nghĩa bằng cách sử dụng một cấu trúc lơp. Mỗi trạng thái sẽ được kế thừa từ lớp cơ sở.

![](data:image/png;base64,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)

// A Finite State Machine with 3 states

#include<iostream>

// \*\*\* Base State (Abstract Class) \*\*\*

class State{

protected:

State \* const next\_a, \* const next\_b; // Pointers to next state

char output;

public:

State( State & a, State & b):next\_a(&a),next\_b(&b){}

virtual State\* transition(char)=0;

};

// \*\*\* State1 \*\*\*

class State1:public State{

public:

State1( State & a, State & b):State(a,b){}

State\* transition(char);

};

// \*\*\* State2 \*\*\*

class State2:public State{

public:

State2( State & a, State & b):State(a,b){}

State\* transition(char);

};

/\*\*\* State3 \*\*\*/

class State3:public State{

public:

State3( State & a, State & b):State(a,b){}

State\* transition(char);

};

State\* State1::transition(char input)

{

cout << endl << "Current State: 1";

switch(input){

case 'a': output='y';

cout << endl << "Output: "<< output;

cout << endl << "Next State: 1";

return next\_a;

case 'b': output='x';

cout << endl << "Output: "<< output;

cout << endl << "Next State: 2";

return next\_b;

default : cout << endl << "Undefined input";

cout << endl << "Next State: Unchanged";

return this;

}

}

State\* State2::transition(char input)

{

cout << endl << "Current State: 2";

switch(input){

case 'a': output='x';

cout << endl << "Output: "<< output;

cout << endl << "Next State: 3";

return next\_a;

case 'b': output='y';

cout << endl << "Output: "<< output;

cout << endl << "Next State: 2";

return next\_b;

default : cout << endl << "Undefined input";

cout << endl << "Next State: Unchanged";

return this;

}

}

State\* State3::transition(char input)

{

cout << endl << "Current State: 3";

switch(input){

case 'a': output='y';

cout << endl << "Output: "<< output;

cout << endl << "Next State: State1";

return next\_a;

case 'b': output='x';

cout << endl << "Output: "<< output;

cout << endl << "Next State: 2";

return next\_b;

default : cout << endl << "Undefined input";

cout << endl << "Next State: Unchanged";

return this;

}

}

// \*\*\* Finite State Machine \*\*\*

// This class has 3 State objects as members

class FSM{

State1 s1;

State2 s2;

State3 s3;

State \* current;

public:

FSM():s1(s1,s2),s2(s3,s2),s3(s1,s2),current(&s1) {}

void run();

};

void FSM::run(){

char in;

cout << endl << "The finite state machine starts ...";

do{

cout << endl << "Give the input value (a or b; x:EXIT) "; cin >> in;

if (in != 'x')

current = current->transition(in);

else

current = 0; // EXIT

}while(current);

cout << endl << "The finite state machine stops ..." << endl;;

}

int main(){

FSM machine1;

machine1.run();

return 0;

}

Hàm transition của mỗi trạng thái xác định hành vi của FSM. Nó nhận giá trị input như là tham số, kiểm tra input sinh ra giá trị output tùy thuộc vào giá trị input và trả về địa chỉ của trạng thái tiếp theo.

Hàm chuyển đổi (transition)của trạng thái hiện tại được gọi. Giá trị trả về của hàm này sẽ xác định trạng thái tiếp theo của FSM.

Cấu tử ảo và hủy tử ảo

Khi chúng ta tạo ra một đối tượng chúng ta thường là đã biết kiểu của đối tượng đang được tạo ra và chúng ta có thể chỉ định điều này cho trình biên dịch. Vì thế chúng ta không cần có các cấu tử ảo.

Cũng như vậy một hàm cấu tử của một đối tượng thiết lập cơ chế ảo của nó (bảng hàm ảo) trước tiên. Chúng ta không nhìn thấy đoạn mã chương trình này, tất nhiên, cũng như chúng ta không nhìn thấy đoạn mã khởi tạo vùng nhớ cho một đối tượng.

Các hàm ảo không thể thậm chí tồn tại trừ khi hàm cấu tử hòan thành công việc của nó vì thế các hàm cấu tử không thể là các hàm ảo.

Hàm hủy tử ảo:

Ví dụ:

// non-virtual function used as base class destructor

#include <iostream>

class Base{

public:

~Base() { cout << "Base destructor" << endl; } // Destructor is not virtual

};

class Derived : public Base{

public:

~Derived() { cout << "Derived destructor" << endl; } // Non-virtual

};

int main(){

Base\* pb; // pb can point to objects of Base ans Derived

pb = new Derived; // pb points to an oject of Derived

delete pb;

cout << "Program terminates" << endl;

return 0;

}

Hãy nhớ lại rằng một đối tượng của lớp dẫn xuất thường chứa dữ liệu từ cả lớp cơ sở và lớp dẫn xuất. Để đảm bảo rằng các dữ liệu này được goodbye một cách hoàn hảo có thể cần có những lời gọi tới hàm hủy tử cho cả lớp cơ sở và lớp dẫn xuất. Nhưng output của ví dụ trên là:

Base Destructor

Program terminates

Trong chương trình này bp là một con trỏ của lớp cơ sở (kiểu Base). Vì thế nó có thể trỏ tới các đối tượng thuộc lớp Base và Derived. Trong ví dụ trên bp trỏ tới một đối tượng thuộc lớp Derived nhưng trong khi xóa con trỏ này chỉ hàm hủy tử của lớp Base là được gọi tới.

Vấn đề tương tự cũng đã được bắt gặp với các hàm bình thường trong phần trước (các hàm không là hàm hủy tử). Nếu như một hàm không phải là hàm ảo chỉ có phiên bản của lớp cơ sở là được gọi tới thậm chí nếu nội dung của con trỏ là một địa chỉ của một đối tượng của lớp dẫn xuất. Vì thế trong ví dụ trên hàm hủy tử của lớp Derived sẽ không bao giờ được gọi tới. Điều này có thể là một tai họa nếu như hàm này thực hiện một vài công việc cao thủ nào đó. Để sửa chữa chúng ta chỉ cần làm cho hàm hủy tử này trở thành hàm ảo và thế là mọi thứ sẽ trở lại bình thường.

Hàm toán tử ảo

Như chúng ta đã thấy khái niệm về ràng buộc động có nghĩa là kiểu động (dynamic type) của đối tượng thực sự sẽ quyết định hàm nào sẽ được gọi thực hiện. Nếu chẳng hạn chúng ta thực hiện lời gọi: p->f(x) trong đó p là một con trỏ x là tham số và f là một hàm ảo, thì chính là kiểu của đối tượng mà p trỏ tới sẽ xác định biến thể (variant) nào của hàm f sẽ được gọi thực hiện. Các toán tử cũng là các hàm thành viên nếu như chúng ta có một biểu thức: a XX b

Trong đó XX là một ký hiệu toán tử thì điều này cũng giống như chúng ta có câu lệnh sau: a.operatorXX(b);

Nếu như hàm toán tử operatorXX được khai báo là một hàm ảo thì chúng ta sẽ thực hiện lời gọi hàm như sau: (\*p) XX (\*q);

Trong đó p và q là hai con trỏ và khi đó kiểu của đối tượng mà p trỏ tới sẽ xác định biến thể nào của hàm toán tử operatorXX sẽ được gọi tới để thực hiện. Việc con trỏ q trỏ tới đối tượng thuộc lớp nào là không quan trọng, nhưng C++ chỉ cho phép ràng buộc động đối với toán tử đầu tiên. Điều này có thể làm nảy sinh rắc rối nếu chúng ta muốn viết các toán tử đối xứng với hai tham số có cùng kiểu. Chẳng hạn giả sử chúng ta muốn xây dựng toán tử > để so sánh hai đối tượng cùng thuộc kiểu Teacher (có nghĩa là có thể là thuộc lớp Teacher hoặc lớp Principal) trong các ví dụ trước. Nếu chúng ta có hai con trỏ t1 và t2:

Teacher \*t1, \* t2;

Chúng ta muốn rằng có thể thực hiện so sánh bằng câu lệnh sau:

if(\*t1 > \*t2)

….

Có nghĩa là chúng ta muốn thực hiện ràng buộc động đối với hàm toán tử > sao cho có thể gọi tới các biến thể khác nhau của nó tùy thuộc vào kiểu của các đối tượng mà hai con trỏ t1 và t2 trỏ tới. Ví dụ nếu chúng cùng trỏ tới các đối tượng thuộc lớp Teacher chúng ta có thể so sánh theo hai điều kiện là tên và số sinh viên quản lý, còn nếu chúng cùng trỏ tới hai đối tượng thuộc lớp Principal chúng ta sẽ so sánh thêm tiêu chí thứ 3 là tên trường.

Để có thể thực hiện điều này theo nguyên tắc của ràng buộc động chúng ta sẽ khai báo hàm toán tử > là hàm ảo ở lớp cơ sở (Teacher):

class Teacher{

..

pubic:

virtual Bool operator > (Teacher & rhs);

};

Sau đó trong lớp dẫn xuất chúng ta có khai báo tiếp như sau:

class Principal: public Teacher{

..

pubic:

Bool operator > (Principal & rhs);

};

Theo nguyên lý thông thường về các hàm ảo chúng ta mong muốn là toán tử > sẽ họat động tốt với các đối tượng thuộc lớp Principal (hay chính xác hơn là các con trỏ trỏ vào các đối tượng thuộc lớp đó). Tuy nhiên thật không may đây lại là một lỗi, định nghĩa lớp như thế sẽ không thể biên dịch được, thâm chí ngay cả trong trường hợp mà có thể biên dịch được thì chúng ta cũng không thể sinh bất cứ đối tượng nào thuộc lớp Principal vì sẽ làm xuất hiện lỗi biên dịch. Lý do là vì trình biên dịch hiểu rằng lớp Principal là một lớp trừu tượng và nguyên nhân là ở tham số trong khai báo của hàm toán tử >. Điều này là vì khai báo hàm toán tử trong lớp Principal không khớp với kiểu tham số trong khai báo của lớp cơ sở Teacher do đó hàm toán tử > của lớp cơ sở Teacher sẽ không được kế thừa hay bị ẩn đi và điều này có nghĩa là lớp Principal vẫn có một hàm toán tử > là hàm ảo thực sự do đó nó là lớp ảo.

Để sửa chữa lỗi này chúng ta sẽ thực hiện khai báo lại như sau:

class Principal: public Teacher{

..

pubic:

Bool operator > (Teacher & rhs);

};

Bây giờ thì trình biên dịch không kêu ca phàn nàn gì nữa và chúng ta xem xét phần cài đặt hàm:

Bool Principal::operator > (Teacher & rhs){

if(name > rhs.name) return True;

else if((name == rhs.name) && (numOfStudents > rhs.numOfStudents)) return True;

else if((name == rhs.name) && (numOfStudents == rhs.numOfStudents) && (schoolName > rhs.schoolName)) return True;

return False;

};

Tuy nhiên ở đây chúng ta lại gặp phải lỗi biên dịch. Trình biên dịch sẽ kêu ca rằng thành viên schoolName không phải là một thành viên của lớp Teacher. Điều này là chính xác và để khắc phục nó chúng ta cần thực hiện một thao tác chuyển đổi kiểu (casting) cho tham số truyền vào của hàm toán tử >:

Bool Principal::operator > (Teacher & rhs){

Principal & r = Dynamic\_cast<Principal&>(rhs);

if(name > r.name) return True;

else if((name == r.name) && (numOfStudents > r.numOfStudents)) return True;

else if((name == r.name) && (numOfStudents == r.numOfStudents) && (schoolName > r.schoolName)) return True;

return False;

};

Chúng ta cũng thực hiện hoàn toàn tương tự với các toán tử khác hay các đối tượng khác có vai trò tương tự như lớp Principal.

## Bài tập

1. Xây dựng lớp Nhân viên, lớp Cán bộ có sử dụng kỹ thuật thừa kế

2. Xây dựng lớp Hình chữ nhật, lớp Tam giác thừa kế từ lớp cơ sở Hình

3. Xây dựng lớp Thí sinh và lớp Thí sinh ưu tiên có sử dụng kỹ thuật thừa kế

**CHƯƠNG 6. BẢN MẪU (TEMPLATE)**

## 6.1. Khái niệm bản mẫu

### 6.1.1. Các bản mẫu lớp

Khi viết các chương trình chúng ta luôn có nhu cầu sử dụng các cấu trúc có khả năng lưu trữ và xử lý một tập các đối tượng nào đó. Các đối tượng này có thể cùng kiểu – khi đó chúng ta có tập các đối tượng đồng nhất, hoặc chúng có thể có kiểu khác nhau khi đó ta có các tập đối tượng không đồng nhất hay hỗn hợp. Để xây dựng lên các cấu trúc đó chúng ta có thể sử dụng mảng hay các cấu trúc dữ liệu chẳng hạn như danh sách, hàng đợi, hoặc là cây. Một lớp có thể được dùng để xây dựng nên các collection object được gọi là một lớp chứa. Các lớp Stack, Queue hoặc Set đều là các ví dụ điển hình về lớp chứa. Vấn đề với các lớp chứa mà chúng ta đã biết này là chúng được xây dựng chỉ để chứa các đối tượng kiểu cơ bản (int, char \*, …). Như vậy nếu chúng ta muốn xây dựng một hàng đợi chẳng hạn để chứa các đối tượng thuộc lớp Person chẳng hạn thì lớp Queue này lại không thể sử dụng được, giải pháp là chúng ta lại xây dựng một lớp mới chẳng hạn là Person\_Queue. Đây là một phương pháp không hiệu quả và nó đòi hỏi chúng ta phải xây dựng lại hoàn toàn các cấu trúc mới với các kiểu dữ liệu (lớp) mới.

C++ cung cấp một khả năng cho phép chúng ta không phải lặp lại công việc tạo mới này bằng cách tạo ra các lớp chung. Một bản mẫu sẽ được viết cho lớp, và trình biên dịch sẽ tự động sinh ra các lớp khác nhau cần thiết từ bản mẫu này. Lớp chứa cần sử dụng sẽ chỉ phải viết một lần duy nhất. Ví dụ nếu chúng ta có một lớp bản mẫu là List đã được xây dựng xong thì trình biên dịch có thể, bằng cách sử dụng thông tin này, sinh ra lớp List<int> và List<Person>, tương ứng là một danh sách các số nguyên và danh sách các đối tượng của lớp Person.

Chúng ta cũng có thể xây dựng lên các hàm chung. Nếu chẳng hạn chúng ta muốn viết một hàm để sắp xếp một mảng, chúng ta có thể xây dựng một bản mẫu hàm. Trình biên dịch sẽ sử dụng các thông tin này để sinh ra các hàm khác nhau có khả năng sắp xếp các mảng khác nhau.

Các bản mẫu không luôn là một phần của C++. Kế thừa được sử dụng để để xây dựng các object collection. Nếu chúng ta muốn xây dựng một danh sách các đối tượng Person chúng ta sẽ trừu tượng hóa cho lớp Person là một lớp dẫn xuất của một lớp được định nghĩa trước Listable. Lớp Person sau đó sẽ kế thừa khả năng có thể là một phần của danh sách. Nhưng chúng ta se có vấn đề nếu như lớp Person cần một vài thuộc tính của riêng nó. Có thể chúng ta muốn là nó sẽ chứa trong một cấu trúc cây nào đó hoặc có thể xuất các thông tin ra màn hình qua tóan tử << của cout chẳng hạn. Để giải quyết các vấn đề như kiểu trên khái niệm đa kế thừa đã được đưa ra, đây là một khái niệm có thể mang lại rất nhiều khả năng mạnh mẽ nhưng cũng làm nẩy sinh rất nhiều vấn đề rắc rối. Một trong những khó khăn khi sử dụng kế thừa để xây dựng các objetc collection đó là chúng ta cần phải quyết định trước cách thức họat động và các tài nguyên của một lớp cụ thể nào đó. Ví dụ như với lớp Person chẳng hạn chúng ta cần phải biết là chúng ta sẽ sử dụng nó trong các danh sách hay các cây, có khả năng io như thế nào…Ngoài ra các lập trình viên cần phải biết rõ chi tiết về cách thức kế thừa của các lớp để có thể biết được các thuộc tính mà nó sẽ có.

Và hóa ra việc sử dụng các lớp chung là một cách tốt, tốt hơn so với việc sử dụng kế thừa trong việc xây dưng các object collection. Viết các chương trình hướng đối tượng không phải có nghĩa là lúc nào chúng ta cũng phải sử dụng kế thừa. Điều này rất rõ ràng nếu chúng ta xem xét tình huống xây dựng một lớp Person và một lớp danh sách cơ sở, lớp Person kế thừa từ lớp danh sách cơ sở đó (như ví dụ trong chương 6 về phần kế thừa) nhưng sẽ là tự nhiên nếu chúng ta xây dựng một lớp danh sách riêng để chứa các đối tượng thuộc lớp Person. Và với khái niệm bản mẫu chúng ta có một lớp List chung, để chứa các đối tượng thuộc lớp Person chúng ta chỉ cần khai báo một đối tượng thuộc lớp List<Person>.

Khái niệm bản mẫu được đưa vào khá muộn trong ngôn ngữ C++. Có rất nhiều lớp chứa trong bản phác thảo chuẩn. Chúng đều là các lớp chung sử dụng các bản mẫu. Các lớp chứa đều không sử dụng khái niệm kế thừa. Ngoài ra còn có một tập các hàm chung trong bản phác thảo chuẩn có thể thực hiện các thuật toán trên các object collection. Chẳng hạn như các hàm tìm kiếm và các hàm sắp xếp.

Trong chương này chúng ta sẽ xem xét cách thức các bản mẫu được sử dụng để xây dựng các lớp chung và các hàm. Thật không may là cú pháp của bản mẫu không được dễ hiểu và đẹp lắm trong C++ mặc dù vậy về bản chất các bản mẫu là những thứ rất có ích.

Trong đặc tả chuẩn của ngôn ngữ C++ có rất nhiều các lớp chứa đã được chuẩn hóa, hay được coi là chuẩn (1 phần cơ bản của ngôn ngữ). Chẳng hạn như các lớp List, Set, Queue, Stack .... Sinh viên có thể xem trong phần Helf của các chương trình dịch.

### 6.1.2. Các bản mẫu hàm

Chúng ta có thể xây dựng các hàm chồng, là các hàm trùng tên nhưng khác nhau tham số. Tuy nhiên, việc xây dựng các hàm chồng gặp bất lợi là ta phải xây dựng quá nhiều hàm khác nhau cho cùng một mục đích nào đó.

Ví dụ: Xây dựng hàm tìm phần tử lớn nhất

int Max(int a, int b); //tìm phần tử lớn nhất giữa 2 số nguyên

int Max(int a, int b, int c); //tìm phần tử lớn nhất giữa 3 số nguyên

float Max(float a, float b); //tìm phần tử lớn nhất giữa 2 số thực

float Max(float a, float b, float c); //tìm phần tử lớn nhất giữa 3 số thực

float Max(float a[], int n); //tìm phần tử lớn nhất của dãy số thực

int Max(int a[], int n); //tìm phần tử lớn nhất của dãy số nguyên

…..

Giải quyết vấn đề này ta có thể các bản mẫu hàm.

## 6.2. Các bản mẫu hàm

Các định nghĩa và thể nghiệm

Các lớp không phải là những thứ duy nhất có thể làm bản mẫu. Các hàm cũng có thể là các bản mẫu, khi đó chúng được gọi là các hàm bản mẫu.

Ví dụ 1: Trong các chương trình chúng ta thường hay phải thực hiện việc so sánh hai biến thuộc cùng một kiểu xem biến nào lớn hơn, thay vì thực hiện một câu lệnh if chúng ta có thể viết một hàm trả về phần tử nhỏ hơn ví dụ:

int min(int a, int b){ return (a<b)?a:b; }

Việc dùng hàm min này không có gì đáng nói nhưng nếu chúng ta muốn sử dụng hàm min với hai biến không phải kiểu int thì rắc rối to. Và trong trường hợp đó chúng ta muốn sử dụng bản mẫu hàm:

template <class T>

const T & min(const T & a, const T & b){ return (a<b)?a:b; }

cũng giống như các lớp bản mẫu trong các hàm bản mẫu cũng có sự thay thế kiểu khi sử dụng chúng với các tình huống cụ thể:

int a, y;

long int m, n;

...

cout << min(x,y);

cout << min(m,n);

tương ứng với dòng thứ nhất trình biên dịch sẽ sinh ra một thể nghiệm của hàm và thay thế T bởi kiểu int, dòng thứ hai là một thể nghiệm với T được thay bằng long int.

Một thể nghiệm của một bản mẫu hàm không nhất thiết phải được tạo ra một cách tường minh. Nó sẽ được tự động sinh ra khi có một lời gọi hàm. Trình biên dịch sẽ cố gắng khớp các tham số thực sự của hàm với các tham số hình thức và xác định kiểu mà các tham số kiểu chung sẽ nhận. Nếu chúng có thể khớp, trình biên dịch sẽ kiểm tra xem đã có một thể nghiệm nào cho các tham số thực sự chưa. Nếu chưa có thì mới sinh ra một thể nghiệm mới.

Để điều này có thể thực hiện được tất cả các tham số kiểu chung đều phải xuất hiện trong đặc tả kiểu ít nhất 1 lần của các tham số thường của hàm. Ví dụ trong hàm min T xuất hiện cả trong đặc tả kiểu cho tham số a và tham số b. Khi các thể nghiệm của các bản mẫu hàm được tạo ra sẽ không có nhiều chuyển kiểu tự động như so với các hàm bình thường mà sự khớp giữa các tham số thực sự với các tham số hình thức còn đòi hỏi ngặt nghèo hơn ví dụ việc gọi hàm min như sau:

cout << min(m,y) sẽ lập tức sinh lỗi.

Trên thực tế trong một lời gọi hàm có thể chỉ định một cách tường minh kiểu mà các tham số kiểu chung có thể nhận và cú pháp thực hiện điều này cũng giống như với các thể nghiệm của các lớp bản mẫu:

cout << min<double> (m, y);

Việc chuyển đổi kiểu sẽ được thực hiện vì min<double> là một hàm cụ thể, có nghĩa là không có thao tác kiểm tra khớp kiểu ở đây, đoạn mã tương ứng với min<double> sẽ được sinh ra.

Hàm thứ hai mà chúng ta xem xét là một hàm hoán vị giá trị cho hai biến kiểu bất kỳ:

template <class T>

void swap(T &a, T &b){ T temp = a; a = b; b = temp; }

Điều cần chú ý với hàm swap này là các kiểu sử dụng với chúng cần có hàm toán tử gán.

Các bản mẫu hàm đặc biệt hay được sử dụng với các thao tác hay dùng với các mảng ví dụ:

template <class T>

T & min\_element(T f[], int n){

int m = 0;

for(int i=1;i<n;i++)

if(f[i] < f[m] m = i;

return f[m];

}

Hàm sắp xếp cũng là một hàm hay dùng vì thế sẽ rất tiện lợi nếu chúng ta có một hàm có khả năng sắp xếp các mảng có kiểu bất kỳ:

template <class T>

void sort(T f[], int n){

for(int i=0;i<n;i++)

swap(f[i],min\_element(&f[i], n-k);

}

Khi một thể nghiệm của hàm sort được tạo ra với một kiểu dữ liệu cụ thể T, các thể nghiệm của các hàm swap và min\_element cũng tự động được sinh ra với cùng kiểu.

Tổng kết: các bản mẫu hàm

template <class T1, class T2>

return\_type f(parameters)

**{...}**

trong đó T1 và T2, ... là các tham số và được sử dụng như các kiểu bình thường khác trong thân hàm. Tất cả các tham số kiểu phải xuất hiện trong đặc tả trong danh sách tham số.

Các thể nghiệm của bản mẫu hàm được gọi tới một cách tự động khi có câu lệnh:

f(các tham số thực sự);

trình biên dịch sẽ khớp các tham số thực sự với các tham số hình thức và xác định kiểu nào sẽ thay thế cho T.

Chúng ta có thể chỉ định tường minh kiểu của T:

f<type>(các tham số thực sự);

Một thể nghiệm đặc biệt đối với một kiểu cụ thể V có thể được tạo ra. Thân hàm sẽ được viết lại và T sẽ được thay thế bằng V.

Cũng giống như các bản mẫu lớp chúng ta có thể tạo ra một thể nghiệm đặc biệt của bản mẫu hàm với một kiểu đặc biệt nào đó. Hàm min\_element sẽ không làm việc chẳng hạn trong trường hợp chúng ta có một mảng các xâu, khi đó chúng ta cần có một phiên bản đặc biệt của hàm này để làm việc với các mảng mà các phần tử mảng có kiêu char \*:

char \* & min\_element(char \* f[], int n){

int m = 0;

for(int i=1;i<m;i++)

if(strcmp(f[i],f[m])<0) m = i;

return f[m];

}

Mọi vị trí của T bây giờ được thay bằng char \*. Khi gặp một lời gọi tới thể nghiệm hàm có kiểu là char \* thay vì sinh ra một thể nghiệm từ bản mẫu trình biên dịch sẽ trực tiếp biên dịch đoạn mã được viết riêng để làm việc với kiểu này.

Tất nhiên cũng giống như các bản mẫu lớp chúng ta có thể sử dụng nhiều tham số bản mẫu với bản mẫu hàm, đồng thời có thể dùng của các tham số bản mẫu kiểu và tham số bản mẫu giá trị.

Các hàm chuẩn chung – thư viện thuật toán

Cũng như các lớp bản mẫu có rất nhiều hàm bản mẫu trong đặc tả chuẩn của ngôn ngữ C++. Chúng có khả năng thực hiện một số các thao tác khác nhau trên các lớp chứa và các data collection khác. Chẳng hạn chúng ta có thể thực hiện tìm kiếm, sắp xếp và thực hiện các thay đổi dữ liệu khác. Các bản mẫu hàm này được định nghĩa trong file header algorithm.

Tất cả các hàm bản mẫu này đều sử dụng các iterator để quản lý dữ liệu.

Thư viện STL là thư viện bản mẫu chuẩn đang được sử dụng rộng rãi nhất hiện nay.

## 6.3. Lớp bản mẫu

### 6.3.1. Các bản mẫu và thể nghiệm

Chúng ta xem xét lớp Matrix thể hiện các ma trận không sử dụng bản mẫu như sau:

class Matrix{

public:

Matrix(int i=0, int j=0):r(i), c(j), a(new double[r\*c]){}

Matrix(const Matrix &m):a(0){\*this = m;}

~Matrix(){delete []a;}

int num\_row() {return r;} // cho biết số hàng của ma trận

int num\_col() {return c;} // cho biết số cột của ma trận

Matrix & operator = (const Matrix &); // toán tử gán

double & operator()(int i, int j); // toán tử chỉ số

private:

int r, c;

double \*a;

};

Như chúng ta đã biết ma trận là một bảng các hàng và các cột. Mỗi phần tử riêng biệt của ma trận trong lớp Matrix trên có kiểu là double. Để biểu diễn các phần tử của 1 ma trận có r hàng và c cột chúng ta sử dụng một mảng một chiều có (r \* c) phần tử và một con trỏ a để quản lý mảng một chiều này. Các phần tử của ma trận được lưu trong mảng một chiều này theo nguyên tắc hàng 1 trước, sau đó đến hàng 2 ... Lớp Matrix có hai cấu tử, 1 cấu tử với hai tham số khởi tạo hàng và cột, phần dữ liệu không có gì, một cấu tử copy bình thường. Còn lại các phương thức khác có lẽ không cần giải thích nhiều.

Matrix & Matrix::operator = (const Matrix & m){

if(this != &m){

r = m.r;

c = m.c;

delete [] a;

a = new double[r\*c];

for(int i=0; i< r\*c; i++) a[i] = m.a[i];

}

return \*this;

}

double & Matrix::operator () (int i, int j){

if(i<1 || i>r || j<1 || j>c) return 0;

return a[(i-1)\*c + j-1];

}

Lớp Matrix này tất nhiên có thể hoạt động tốt nhưng chỉ vơi các ma trận mà các phần tử có kiểu double. Vì thế chúng ta có thể viết lại lớp Matrix để nó trở thành một bản mẫu:

template <class T>

class Matrix{

public:

Matrix(int i=0, int j=0):r(i), c(j), a(new T[r\*c]){}

Matrix(const Matrix &m):a(0){\*this = m;}

~Matrix(){delete []a;}

int num\_row() {return r;} // cho biết số hàng của ma trận

int num\_col() {return c;} // cho biết số cột của ma trận

Matrix & operator = (const Matrix &); // toán tử gán

T & operator()(int i, int j); // toán tử chỉ số

private:

int r,c;

T \*a;

};

Có hai thay đổi trong cài đặt của chúng ta so với lớp Matrix trước. Đầu tiên là dòng trước khai báo lớp Matrix. Từ khóa template báo cho trình biên dịch biết rằng lớp Matrix là một bản mẫu và không phải là một lớp bình thường. Các tham số bản mẫu (template parameters) hay các tham số chung được đặt giữa hai dấu < và >. Trong trường hợp này chỉ có một tham số bản mẫu và nó được đặt tên là T. Từ khóa class cũng chỉ ra rằng T là một kiểu dữ liệu bất kỳ nào đó. (chú ý là T cũng có thể là một kiểu dữ liệu built-in chẳng hạn như int hoặc char \* mặc dù từ khóa class vẫn được sử dụng).

Thay đổi thứ hai là chúng ta thay mọi chỗ nào có từ khóa double bằng T. Ví dụ biến thành viên a sẽ có kiểu là T \* thay vì double \*.

Việc sử dụng lớp Matrix cũng hơi khác chút ít:

Matrix<int> mi(2,3); // khai báo một ma trận các số kiểu int có kích thước là 2x3

Matrix<Person> mp(10,3); // khai báo một ma trận các số kiểu int có kích thước là 10x3

Trình biên dịch đã sử dụng bản mẫu Matrix để sinh ra hai lớp thường chứa các kiểu dữ liêu khác nhau. Chúng ta gọi đó là hai thể nghiệm của lớp Matrix (có thể dùng thuật ngữ các lớp sinh hoặc là các đặt tả). Trong trường hợp thứ nhất dường như kiểu tham số T sẽ được thay bằng kiểu int ở bất kỳ vị trí nào nó xuất hiện, và trong trường hợp thứ hai là kiểu Person. Cách dễ nhất để giải thích là trình biên dịch sẽ tự động sinh ra các đoạn mã tương ứng thay thế kiểu tham số lớp và biên dịch như một lớp thường (thực tế thì công việc này phức tạp hơn nhiều nhưng có lẽ là những gì mà trình biên dịch tự mình thực hiện). Mỗi một khai báo Matrix<X>, trong đó X là một kiểu nào đó sẽ tương ứng với lớp mới được trình biên dịch sinh ra. Tên lớp này được sử dụng bình thường như các tên lớp khác và các tham số hàm cũng như các biến của lớp có thể được khai báo một cách bình thường.

Trong lớp Matrix chúng ta có hai hàm thành viên operator = và operator () được định nghĩa riêng rẽ. Do lớp Matrix là một bản mẫu nên các hàm thành viên của nó cũng là các bản mẫu.

template <class T>

Matrix<T> & Matrix<T>::operator = (const Matrix & m){

if(this != &m){

r = m.r;

c = m.c;

delete [] a;

a = new T[r\*c];

for(int i=0; i< r\*c; i++) a[i] = m.a[i];

}

return \*this;

}

template <class T>

T & Matrix<T>::operator () (int i, int j){

if(i<1 || i>r || j<1 || j>c) return 0; //return a[0];

return a[(i-1)\*c + j-1];

}

Chúng ta thấy rằng cả hai khai báo này đều bắt đầu bằng dòng <template class T> giống như khai báo lớp Matrix ban đầu. Vì tất cả các thể nghiệm của lớp bản mẫu đều có các thể nghiệm riêng của các hàm thành viên của nó nên chúng ta buộc phải viết là Matrix<T>:: trước tên hàm khi chúng ta muốn chỉ ra tên đầy đủ của một hàm thành viên. Nếu chúng ta muốn chỉ rõ tên của bản mẫu lớp trong định nghĩa của nó (lớp) chúng ta không cần viết cả <T> và tên lớp mà chỉ cần tên lớp là đủ. Có thể thấy rõ chú ý này với tham số của hàm toán tử = chúng ta chỉ cần viết là Matrix & chứ không cần Matrix<T>, tuy nhiên với phiên bản 3.0 chúng ta cần chỉ rõ tham số là Matrix<T> thì mới biên dịch được.

Kết luận:

template <class T>

class C{

return\_type f(parameters);

....

};

template <class T>

return\_type C<T>::f(parameters){

...

}

T là một tham số kiểu và được dụng như một kiểu bình thường trong lớp.

Cả định nghĩa lớp và định nghĩa hàm của một lớp bản mẫu nên đặt trong một file header của lớp đó.

Các thể nghiệm của một lớp bản mẫu được tạo ra khi khai báo:

C<type\_name> khi đó T sẽ được thay bằng type\_name.

Biểu thức C<type\_name> được dùng như một tên lớp bình thường.

Với một lớp bất kỳ chúng ta nên có hai file tương ứng: một file khai báo (.h) (header) và một file định nghĩa (.cpp). Chúng ta cũng được học rằng định nghĩa lớp nên đặt trong file header và định nghĩa hàm nên đặt trong file .cpp. Với các lớp bản mẫu chúng ta có đôi chút thay đổi trong khuyến cáo này. Vì trình biên dịch phải tự động sinh ra một lớp nào đó từ lớp bản mẫu nên nó phải truy cập tới toàn bộ định nghĩa và cài đặt của lớp bản mẫu. Chính vì thế chúng ta đặt tất cả cài đặt của một lớp trong file header. Điều này có nghĩa là không có file định nghĩa .cpp. Thực chất các trình biên dịch khác nhau giải quyết vấn đề này theo các cách khác nhau nhưng khuyến cáo này có thể làm việc với mọi trình biên dịch.

Giả sử chúng ta cần có một hàm có khả năng cộng hai ma trận trong trường hợp chúng chứa các số nguyên chẳng hạn. Để giải quyết vấn đề này với lớp bản mẫu Matrix chúng ta có thể cài đặt một hàm add như sau:

Matrix<int> add(Matrix<int> a, Matrix<int> b){

if((a.num\_row()!=b.num\_row()) || (a.num\_col()!=b.num\_col()))

return Matrix<int>(0);

Matrix<int> c(a);

for(int i=1;i<=c.num\_row();i++)

for(int j=1;j<=c.num\_col();j++)

c(i,j) += b(i,j);

return c;

}

Và đây là một đoạn chương trình hoàn chỉnh đọc vào một ma trận kiểu int và nhân đôi nó.

int main(){

int x, y;

cout << "Number of rows:"; cin >> x;

cout << "Number of columns:"; cin >> y;

Matrix<int> mi(x,y);

for(int i=1;i<=mi.num\_row();i++)

for(int j=1;j<=mi.num\_col();j++) cin >> mi(i,j);

mi = add(mi,mi);

for(i=1;i<=mi.num\_row();i++){

for(j=1;j<=mi.num\_col();j++) cout << setw(4) << mi(i,j) ;

cout << endl;

}

return 0;

}

### 6.3.2. Các thành phần tĩnh

Cũng như các lớp thường khác một lớp bản mẫu cũng có các thành viên dữ liệu và hàm thành viên tĩnh. Chẳng hạn chúng ta có thể thêm vào lớp bản mẫu Matrix một biến thành viên tĩnh mn để kiểm soát số các ma trận có các phần tử thuộc một kiểu nào đó và một hàm thành viên tĩnh để đọc giá trị này. (Bình thường các hàm cấu tử và hủy tử sẽ thay đổi để chúng có thể đếm và thay đổi giá trị của biến thành viên tĩnh này nhưng chúng ta sẽ không xem xét cụ thể ở đây, tất cả các cấu tử được sử dụng cũng như các hủy tử).

template <class T>

class Matrix{

public:

...

static int num\_matrices();

private:

...

static int mn;

};

Đối với các lớp thường chúng ta biết rằng các thành viên tĩnh là chung đối với các đối tượng của một lớp, nó chỉ có một bản (edition) duy nhất. Đối với các lớp bản mẫu, mỗi lớp thể nghiệm của lớp bản mẫu sẽ có một bản riêng của biến thành viên tĩnh. Chẳng hạn nếu chúng ta có 3 lớp thể nghiệm của lớp Matrix là Matrix<int>, Matrix<double>, Matrix<float> chúng ta sẽ có 3 biến tĩnh, mỗi biến cho một lớp thể nghiệm.

Các hàm thành viên tĩnh được định nghĩa tương tự như với các hàm không tĩnh ví dụ:

template <class T>

int Matrix<T>::num\_matrices(){

return mn;

}

Các biến thành viên tĩnh phải được định nghĩa bên ngoài lớp, điều này cũng đúng với các biến thành viên tĩnh của một lớp bản mẫu. Vì sẽ có một thể nghiệm của biến thành viên tĩnh cho tất cả các thể nghiệm của lớp bản mẫu nên định nghĩa của biến thành viên tĩnh cũng phải là một bản mẫu:

template <class T>

int Matrix<T>::mn = 0;

**Chú ý về các thành viên tĩnh của các lớp bản mẫu:**

Tổn tại dưới dạng một bản đối với mỗi thể nghiệm của lớp

Các hàm thành viên tĩnh được định nghĩa như các hàm bình thường của lớp bản mẫu.

Các biến thành viên tĩnh là các bản mẫu và phải được định nghĩa riêng biệt, ví dụ đối với một thành viên tĩnh v của lớp bản mẫu C sẽ được định nghĩa như sau:

template <class T>

type C<T>::v = giá trị khởi tạo;

Nếu có một hàm thành viên tĩnh f của một lớp thường C, thì f có thể được gọi theo 2 cách: x.f() hoặc C::f() trong đó x là một đối tượng thuộc C. Ví dụ với lớp Matrix ta có thể gọi như sau:

cout << "Num of int matrices:" << mi.num\_matrices();

hoặc:

cout << "Num of int matrices:" << Matrix<int>::num\_matrices();

### 6.3.3. Các lớp bạn và lớp trợ giúp

Nếu chúng ta đã có một lớp non-generic, nó có thể được chuyển thành một lớp bản mẫu bằng một cách tương đối dễ dàng.

Ví dụ: lớp Stack:

template <class T>

class Stack{

public:

Stack():first(0){};

~Stack();

void push(T d);

T pop();

Bool isEmpty();

Bool isFull();

private:

Element<T> \*first;

Stack(const Stack &){};

Stack & operator=(const Stack &){};

};

Để cài đặt lớp Stack chúng ta sử dụng một lớp trợ giúp là lớp Element, lớp định nghĩa các phần tử riêng biệt trong một danh sách liên kết. Lớp Element cũng là một lớp bản mẫu vì các phần tử của danh sách sẽ chứa các phần tử dữ liệu có kiểu khác nhau đối với mỗi lớp thể nghiệm của lớp Stack. Như vậy trong khai báo của lớp Element chúng ta sẽ sử dụng một tham số bản mẫu khác chẳng hạn U, nhưng do trong khai báo lớp Stack biến first có kiểu là Element<T> nên Stack thể nghiệm tương ứng sẽ vẫn chứa dữ liệu có kiểu T, có nghĩa là kiểu dữ liệu của Stack là do nó quyết định mặc dù Element là một lớp bản mẫu trợ giúp.

template <class U>

class Element{

friend class Stack<U>;

Element \*next;

U data;

Element(Element \*n, U d):next(n),data(d){}

};

Chú ý rằng lớp Stack phải điều khiển được các thành phần dữ liệu trong lớp Element nên nó phải là một lớp bạn của Element. Thứ hai là tương thích về kiểu nên trong khai báo lớp Element Stack sẽ là Stack<U>, nếu không trình biên dịch sẽ không hiểu.

Bây giờ chúng ta sẽ thực hiện cài đặt các phương thức của lớp Stack:

template <class T>

void Stack<T>::push(T d){ first = new Element<T>(first,d); }

template <class T>

T Stack<T>::pop(){

Element<T> \* p = first;

T d = p->data;

first = first->next;

delete p;

return d;

}

template <class T>

Stack<T>::~Stack(){

while(!isEmpty()){

Element<T> \* p = first;

first = first->next;

delete p;

}

}

template <class T>

Stack<T>::~Stack(){

while(!isEmpty()){

Element<T> \* p = first;

first = first->next;

delete p;

}

}

Và đây là đoạn chương trình chính sử dụng lớp Stack trên:

int main(){

int n;

cout << "Ngai muon xem dang nhi phan cua so:"; cin >> n;

Stack<int> stkint;

while(n){ stkint.push(n%2); n/=2; }

cout <<"Ket qua:";

while(!stkint.isEmpty()) cout << stkint.pop();

/\* cần include “mstring.h”

Stack<String> stks;

stks.push("ajg ajgd");

stks.push(" a 128");

while(!stks.isEmpty()) cout << stks.pop() << endl;

\*/

return 0;

}

### 6.3.4. Các tham số bản mẫu

Các lớp bản mẫu mà chúng ta xem xét từ đầu tới giờ chỉ có một tham số bản mẫu nhưng trên thực tế một lớp bản mẫu hoặc một hàm bản mẫu có thể có số tham số bản mẫu bất kỳ. Chúng ta chia các tham số bản mẫu ra làm hai phần: các kiểu tham số bản mẫu và các giá trị tham số bản mẫu. Các kiểu tham số bản mẫu được chỉ ra bởi từ khóa class đứng trước và có thể là bất kỳ kiểu nào còn các giá trị tham số giống như các tham số hàm bình thường nhưng có thể không phải là kiểu dấu phẩy động.

Chúng ta sẽ xem xét ví dụ sau: cài đặt một stack bằng mảng, có hai tham số bản mẫu được dùng, ngoại trừ T còn có một tham số int để chỉ định số phần tử lớn nhất mà stack có thể chứa:

template <class T, int size>

class Stack{

public:

Stack():n(0){};

~Stack();

void push(const T & d){s[n++] = d};

T pop(){return s[n--];};

Bool isEmpty(){return (n<=0)?True:False;};

Bool isFull();

private:

T s[size];

**};**

Khi chúng ta tạo ra một thể nghiệm của lớp bản mẫu này chúng ta cần cung cấp các giá trị cho cả hai tham số bản mẫu:

Stack<int, 200) x; // ngăn xếp có tối đa 200 phần tử

Khi giá trị được gán cho tham số giá trị cần phải có một biểu thức hằng chỉ ra rằng có 1 giá trị có thể tính tại thời điểm biên dịch chương trình.

Chú ý: Các tham số bản mẫu

template <param 1, param 2, param 3, ...>

Trong đó param N có thể có dạng:

class T hoặc

type\_name V

Một tham số giá trị có thể không phải là kiểu số dấu phẩy động

Có thể sử dụng các tham số mặc định.

Giống như các tham số hàm bình thường các tham số bản mẫu cũng có thể nhận các giá trị mặc định ví dụ chúng ta có thể chuyển khai báo Stack trên thành:

template <class T=double, int size = 100>

**class Stack{**

**....**

**};**

Nếu một tham số bản mẫu có giá trị mặc định thì các tham số bản mẫu sau đó cũng bắt buộc phải có giá trị mặc định. Nếu lớp bản mẫu có tham số bản mẫu mặc định ta có thể bỏ qua các tham số đó khi tạo ra các thể nghiệm lớp chẳng hạn:

**Stack<Person> sp;// một ngăn xếp Person có kích thước max là 100**

**Stack<> sf; //ngăn xếp double có max phần tử là 100.**

### 6.3.5. Các lớp thuộc tính

Khi chúng ta tạo ra một thể nghiệm của một lớp bản mẫu nào đó có một tham số kiểu T, kiểu T sẽ được thay thếở tất cả các vị trí trong lớp.Việc thay thế này có thể làm việc tốt với tất cả các kiểu đối với một lớp bản mẫu nào đó nhưng không phải tất cả các lớp bản mẫu đều như vậy. Để minh họa chúng ta sẽ lấy ví dụ về lớp bản mẫu Tree:

#include <iostream>

#include <bool.h>

template <class T>

class Node{

friend class Tree<T>;

T data;

Tree<T> \* left, \* right;

Node(T d):data(d), left(new Tree<T>), right(new Tree<T>){};

~Node(){delete left; delete right;};

};

template <class D>

class Tree{

public:

Tree():root(0){};

Tree(D d){ root = new Node<D>(d);};

Tree(const Tree & t){copy(t);};

~Tree(){delete root;};

Bool empty()const{return (root==0)?True:False;};

D & value() const{return root->data;};

Tree & l\_child() const {return \*root->left;};

Tree & r\_child() const {return \*root->right;};

Tree & operator =(const Tree & t);

Bool operator==(const Tree & t) const;

void inorder() const;

void put\_in(D d);

D\* search(D d);

private:

Node<D> \*root;

void copy(const Tree & t);

};

template <class D>

void Tree<D>::copy(const Tree<D> & t){

if(t.empty()) root = 0;

else{

root = new Node<D>(t.value());

l\_child().copy(t.l\_child());

r\_child().copy(t.r\_child());

}

}

template <class D>

Tree<D> & Tree<D>::operator=(const Tree<D> & t){

if(root!=t.root){

delete root;

copy(t);

}

return \*this;

}

template <class D>

Bool Tree<D>::operator==(const Tree<D> & t)const{

if((empty()&&t.empty())||

(!empty()&&!t.empty()&&l\_child()==t.l\_child()&&r\_child()==t.r\_child()))

return True;

else

return False;

}

template <class D>

void Tree<D>::inorder() const{

if(!empty()){

l\_child().inorder();

cout << value() << " ";

r\_child().inorder();

}

}

int main(){

Tree<int> t;

t = Tree<int>(10);

t.l\_child() = Tree<int>(20);

t.l\_child().r\_child() = Tree<int>(12);

t.r\_child() = Tree<int>(30);

t.inorder();

return 0;

}

Tuy nhiên nếu chúng ta có thêm một lớp Person chẳng hạn được khai báo như sau:

class Person{

private: char pno[10]; char name[30];

public: char \* getPno() const; char \* getName() const;

};

Và trong chương trình chính chúng ta khai báo:

Tree<Person> tp;

Thì lập tức trình biên dịch sẽ báo lỗi, lý do là do trong các hàm của lớp bản mẫu Tree chúng ta đã dùng một số hàm mặc định có với kiểu int nhưng chưa có với lớp Person:

Person(char \* PNO, char \*n){strcpy(pno,PNO);strcpy(name,n);};

Bool operator>(const Person &);

Bool operator<(const Person &);

Bool operator==(const Person &);

friend ostream & operator <<(ostream & out, const Person &);

Sau khi cài đặt các hàm này mọi việc lại trở lại như xưa.

Ở đây điều cần chú ý là: bình thường với các kiểu dữ liệu built-in một số hàm (chẳng hạn các hàm toán tử, cấu tử copy) mặc định có nên việc chương trình dùng chúng là không sao, nhưng với các kiểu dữ liệu do người dùng định nghĩa không có các hàm này nên cần phải cài đặt chúng nếu chương trình có dùng đến.

## Bài tập

1. Xây dựng bản mẫu cho lớp Hàng hóa

2. Xây dựng bản mẫu cho lớp Matrix

3. Xây dựng bản mẫu cho lớp List

4. Xây dựng hàm bản mẫu tìm phần tử nhỏ nhất
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